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(ABSTRACT)

Computational notebooks are a popular tool for data analysis. However, the 1D linear structure used by many computational notebooks can lead to challenges and pain points in data analysis, including messiness, tedious navigation, inefficient use of screen space, and presentation of non-linear narratives. To address these problems, we designed a prototype Jupyter Notebooks extension called 2D Jupyter that enables a 2D organization of code cells in a multi-column layout, as well as freeform cell placement. We conducted a user study using this extension to evaluate the usability of 2D computational notebooks and understand the advantages and disadvantages that it provides over a 1D layout. As a result of this study, we found evidence that the 2D layout provides enhanced usability and efficiency in computational notebooks. Additionally, we gathered feedback on the design of the prototype that can be used to inform future work. Overall, 2D Jupyter was positively received and users not only enjoyed using the extension, but also expressed a desire to use 2D notebook environments in the future.
Computational notebooks are a tool commonly used by data analysts that allows them to construct computational narratives through a combination of code, text and visualizations. Many computational notebooks use a 1D linear layout; however data analysis work is often conducted in a non-linear fashion due to the need to debug code, test new theories, and evaluate and compare results. In this work, we present a prototype extension for Jupyter Notebooks called 2D Jupyter that enables the user to arrange their notebook in a 2D multi-column layout. A user study was conducted to evaluate the usability of this extension and understand the benefits that a 2D layout may provide. Feedback on the extension’s design was also collected to inform future design opportunities. The prototype received a positive reaction overall and users expressed a desire to use 2D computational notebooks in their future work.
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In this work, 1D refers to the traditional computational notebook layout of a single column of code cells.

2D refers to a 2 dimensional computational notebook layout. This work primarily discusses a multi-column layout; however this can also refer to other layouts where both horizontal and vertical navigation is possible.
Chapter 1

Introduction

Computational notebooks like Jupyter [15, 21] and Google Colab [4, 11] are popular tools for data analysis used by millions across diverse fields. The ability to combine code, text, and visualizations in a single document has allowed data analysts to quickly test models, refine results, and construct computational narratives [30]. While computational notebooks provide various features supporting the specific needs of data analysts, many users still find difficulties and pain points present in their use [8]. One limitation may be the 1D linear structure of computational notebooks, which presents challenges when dealing with non-linear data analysis and creating computational narratives.

A study conducted by Rule et. al identified support for non-linear structures as a design opportunity for computational notebooks, with almost half of the notebooks they examined containing a non-linear run order [30]. Additionally, non-linear structures may be helpful in navigating longer notebooks, and may help to prevent and manage messiness in a notebook [13, 18]. Harden et. al [12] proposed a 2D layout for computational notebooks and found that users found 2D space to be helpful in conducting analyses and organizing their notebooks. The concept of space to think [3] may also be beneficial; tools such as Einblick [2] and CoCalc [14] have emerged that make use of the concept of space to think to benefit data analysis.

Prior research has shown the benefits of space to think in a variety of environments, including immersive virtual reality spaces [23] and collaborative spaces [20]. In this work, we evaluate the potential impacts of space to think in computational notebooks, specifically through
the implementation of a 2D layout. Because Jupyter is the most popular computational
notebook software [25], we chose to target our efforts towards enabling 2D layouts in Jupyter
Notebooks. We focused on the following research questions:

- **RQ1:** How can we extend Jupyter Notebooks to make use of 2D space?
- **RQ2:** What features do users want in a 2D layout of Jupyter Notebooks?
- **RQ3:** How do people use 2D space when conducting data analyses?
- **RQ4:** What advantages and disadvantages does a 2D layout have compared to a 1D
  layout?

To answer these questions, we designed and developed a prototype Jupyter Notebooks extension
called 2D Jupyter that enables multi-column layouts of code cells. This extension also allows
for freeform cell placement through the use of a drag-and-drop feature for each code cell.
2D Jupyter was used to conduct a user study where participants completed a data analysis
task in the 2D computational notebook environment. The results of this study show that
participants had a variety of strategies in their use of the 2D space. Participants also found
several advantages of the 2D space as compared to 1D notebooks, including a better ability
to reference code and making it easier to find cells. Disadvantages of the extension related
to struggles in navigating in 2 dimensions, especially when working on smaller displays that
required lots of scrolling in both horizontal and vertical dimensions in order to view the entire
notebook. Overall, the study showed favorable opinions of a 2D computational notebook
environment. The key contributions of this work are:

- A Jupyter Notebook extension that enables a multi-column layout for notebooks, as
  well as freeform cell placement in 2D space.
• An overview of results showing how 2D space was utilized when completing a data analysis task from scratch

• Future design and development recommendations that can be used to enhance the benefits of the 2D Jupyter extension, as well as to further the exploration of 2D layouts in computational notebooks.

In the next section, we provide a review of previous work related to our research. In the third section, we describe the design and development of the 2D Jupyter extension. The fourth section provides an overview of the study that was conducted and the results obtained from the study. Finally, we provide a discussion of the findings and potential future work.
Chapter 2

Review of Literature

This research conducted in this work spans two key areas of research: computational notebooks and Space to Think. This chapter will provide an overview of the above areas.

2.1 Computational Notebooks

The design of today’s computational notebooks stems from Knuth’s idea of “literate programming” [22], where Knuth proposed the combination of expository text with code to make programs more robust and understandable. Computational notebooks make use of this concept by interleaving code, text, and visualizations, providing support for the data analysis process and construction of computational narratives. Data analysts often engage in “exploratory programming” [13] and will write, rewrite and refine code in order to understand their data, test models, and generate desired results. As a result, computational notebooks have seen wide adoption in recent years due to their flexible programming environments as well as the inclusion of features tailored to the needs of analysts.

However, computational notebooks still present with struggles and pain points for users [8], including in exploration and analysis. The incremental and iterative process of data analysis can often result in messy notebooks, as analysts tend to prioritize finding results over clean, readable code [17]. Many analysts consider their notebooks to be “experimental” or “throwaway” [16] and in need of cleaning before presenting or sharing [30]. The process of
cleaning a notebook can also be laborious and tedious in current notebook environments [10]. Head et al. establishes that messiness in notebooks is a result of disorder, where code is run in a different order than presented; deletion, where the user has deleted cells but the effects of the code are retained in the interpreter; or dispersal, where the code producing a single output is spread across several cells [13]. These issues can eventually get in the way of data analysis, as results accidentally get overwritten [30] or analyses are split across many cells, making them difficult to understand [13]. For these reasons, computational notebooks often struggle to bridge the gap between data exploration and constructing coherent computational narratives for sharing or presenting, as analysts are reluctant to share messy notebooks with others [13]. Various tools have been developed to help manage messiness through features such as cell dependency graph visualization [35] or version control systems tailored to data scientists [19].

These issues may be exacerbated by the 1D linear structure of many computational notebooks, especially given the looping nature of the sensemaking process [26, 27]. Scrolling through a long notebook can also be tedious and negatively impact tasks such as debugging or code cleaning. One possible solution may be the use of 2D space in computational notebooks. Participants in the study conducted by Harden et al. [12] found that the ability to arrange a notebook in 2D space was beneficial in tasks such as comparative analysis and organization of the notebook. Stickyland [33] also explores the potential for non-linear layouts of notebooks through various features such as floating cells that can be freely resized and repositioned, as well as the ability to “stick” cells to a dock that remains persistently at the top of the screen. Other tools such as Fork-It [34] enable the use of 2D space by allowing for side-by-side views of alternative code paths, which helped users in data exploration and debugging code.
2.2 Space to Think

The concept of “space to think” was identified in work done by Andrews, Endert and North [3], in which they showed that large, high resolution displays are beneficial to the sensemaking process. They classified analysts’ use of space into two categories: memory and semantics. First, they found that the large displays enabled analysts to externalize memory, since the space allowed documents and files to be spatially persistent. Analysts were able to remain aware of the current document space through visual cues, and did not have to search for information or switch away from the current task. Second, space to think provided analysts with the ability to encode meaning within the space through the organization of their files. Actions such as clustering similar documents together, or ordering documents in a certain way, reduced the need for complex internal models to keep track of information. Space to think has also shown benefits in collaborative environments [20], and recent studies have expanded the concept of space to think into virtual reality and immersive spaces [9, 23]. Other research papers have used space to think as an influence on their designs [24, 28, 29].

Computational notebooks in their current state do not sufficiently support space to think, and users will often create workarounds such as opening up multiple versions of the notebook side-by-side, or even exporting their code into another tool to facilitate better data exploration [8]. The use of 2D space may help enable space to think in computational notebooks [12], and to this end, several tools have been created to explore the potential of this idea. Einblick [2] and CoCalc [14] are interactive whiteboard interfaces where users can create code cells and move them freely around the canvas. CodeBubbles [5] uses code “bubbles”, or editable fragments of code, that can be clustered together to form “concurrently visible working sets”. VisSnippets [7] allows users to connect blocks of code via arrows in order to form a display of the 2D visual dataflow.
Chapter 3

Design and Development

In this chapter, we provide an overview of the design and development of the 2D Jupyter extension.

3.1 2D Jupyter Design

Based on the results found in the study done by Harden, et. al [12], we identified two primary goals in the design of 2D Jupyter.

Enable a multi-column organization of cells: Harden’s study found that all participants used columns as either a primary organizational strategy or as a low level strategy in their organization of cells in the 2D space. As such, we chose to focus on enabling multi-column layouts in the 2D Jupyter prototype. Features were implemented to support this layout type, such as buttons to add and delete columns, and a button to add cells to a specific column.

Provide flexibility in placement of cells: Participants in Harden’s study also liked the flexibility in code cell placement in 2D space. Notably, almost all participants thought that the 2D environment could be useful for comparing code and visualizations by placing cells side-by-side. We wanted to support this flexibility in the 2D Jupyter extension, and so we implemented different methods of moving cells and columns around the 2D space. Buttons at the top of the columns allow the user to move the entire column to the left or right. Each
cell also contains a drag and drop ability that allows freeform placement of the cell. Users are able to move cells higher or lower in the column, move cells to a different column, or even place them outside of a column entirely.

Figure 3.1 shows a new notebook that has been created with the extension enabled. Like the original Jupyter Notebook, a single cell is generated for users to begin coding. However, the interface has been modified so that the initial cell is placed within a column object, denoted by the toolbar above the cell.

![Figure 3.1: A new Jupyter Notebook with the 2D Jupyter extension enabled](image)

### 3.1.1 Adding, Deleting, and Selecting Columns

User may add and delete columns using the buttons shown in Figure 3.2. By default, new columns will appear at the rightmost end of the notebook, and deleting a column will remove the rightmost existing column. Users may also select a column by clicking on the whitespace at the top of the column, which highlights that column in blue, as seen in Figure 3.3. When a column is selected, clicking the “Add Column” button will place the new column immediately
3.1. 2D Jupyter Design

to the right of the selected column. Clicking the “Delete Column” button when a column is selected will delete the selected column.

Figure 3.2: Buttons to add or delete a column

Figure 3.3: Appearance of a column when selected
3.1.2 The Column Toolbar

At the top of each column is the column toolbar (Figure 3.4), which is made up of 3 buttons that can be used to modify the columns. The first button, denoted by the plus symbol (Figure 3.5a) can be used to add a cell to the column. This new cell will be added to the bottom of the column, below all existing cells within the column. The left and right arrows, shown in Figure 3.5b can be used to move the entire column one place to the left or right respectively. The gray box at the rightmost end of the toolbar can be used to modify the width of the column by clicking and dragging this box left and right.

![Figure 3.4: A column toolbar](image)

(a) Button to add a cell to a column   (b) Button to move column left or right

![Figure 3.5: Features of the column toolbar](image)

(c) Box to resize column width
3.1.3 Freeform Cell Placements

The gray box to the left of each code cell, highlighted in Figure 3.6 is used to place the cell at any location in the notebook. The user can click this box and drag the cell around the notebook. If the user releases the cell over a column, the cell will be added to that column at that position. If the user releases the cell over empty space, the cell will be converted to a scratch cell, as shown in Figure 3.7. Scratch cells can be used for temporary actions such as testing code chunks. These cells are omitted from the “Run All” process. When “Run All” is selected, cells within columns will run top to bottom within the column, and columns will be run left to right.

![Figure 3.6: Drag and drop box on a cell](image)

3.1.4 Cell Indices

To help keep track of the run order of cells, the run index of each cell has been appended to the cell inside the drag and drop box, as shown in Figure 3.8. As cells are moved around the notebook, these numbers will automatically update to reflect the run order of the cells. Scratch cells, which are not included in the “Run All” command, do not have a cell index number.
3.2 2D Jupyter Development

3.2.1 Extension Architecture

Extensions are add-ons to Jupyter Notebooks that add functionality to the notebook interface [32]. Most extensions are written in JavaScript and are loaded locally in the browser, as shown in Figure 3.9. The package `jupyter_contrib_nbextensions` must be installed
to enable extensions, and this package additionally contains a set of unofficial extensions contributed by the community. During installation, the package copies the JavaScript and CSS files for the extensions into the server’s search directory, which allows the server to load the extensions on startup.

Extensions are installed into a `src/jupyter_contrib_nbextensions/nbextensions` folder, and each extension is contained within a subdirectory in this folder. The subdirectory for each extension contains, at minimum, the `extension.js` file that implements the extension and an `extension.yml` file that describes the extension to the server configuration. Optionally, there may also be an `extension.css` file included for styling, and a `README.me` to describe the extension in a readable format. The JavaScript file for each extension must contain a function called `load_ipython_extension` that is called by the server to load the extension.
3.2.2 Extension Implementation

2D Jupyter was developed from scratch using JavaScript. It is primarily a modification of the front-end of Jupyter Notebook and includes changes to pre-defined functions as well as the object definitions of CodeCell and TextCell objects. Implementation of the extension required changes to the styling of the interface, developing a method of saving the 2D layout, and maintaining the run order of cells.

Modifying the Interface

To support the 2D layout, the styling of existing HTML elements have been modified, and additional elements were added to the interface. All positioning and styling of elements is done through the use of JavaScript and jQuery within the extension file.

HTML divisions have been created for each column and cells are placed within the column division, instead of within the notebook container (Figure 3.14). Column divisions also contain an HTML element for the column toolbar, which contains the buttons for adding a cell and moving the column left or right. Additionally, an HTML element was created for the box to resize columns and added to the end of the column toolbar division. The toolbar also contains a division to denote the clickable area of the toolbar for column selection. Figure 3.10 shows the structure of a column element in the notebook HTML.

To include the drag-and-drop box and the run index in the cell elements, the object definitions of CodeCell and TextCell objects have been overridden. JavaScript and jQuery is used to create an HTML element for the drag-and-drop box and attach it to the cell element. Mouse listener functions have also been attached to the drag-and-drop box element to enable the repositioning of the cell. The run index is added to the drag-and-drop element. Figure 3.11 shows the structure of the modified cell element in the HTML DOM.
3.2. 2D Jupyter Development

Figure 3.10: DOM structure of a column. Each column is a division in the notebook HTML. Within the column is the column toolbar division, which contains elements for each button in the toolbar. Cell elements are placed after the toolbar division.

Figure 3.11: DOM structure of a cell. The drag-and-drop box is an element in the cell division with the class name “repos”. The run index is text within the drag-and-drop box element.

Saving the Layout

When a notebook is saved, a JSON representation of the notebook is sent to the Jupyter server to be used as a checkpoint file. The JSON file contains metadata about the notebook, as well as metadata for each cell in the notebook, and this data is used to restore the notebook next time it is loaded. In order to save the 2D layout, 2D Jupyter adds in metadata fields to both the notebook and cell objects. At the notebook level, a new metadata field “columns” is added to store the number of columns that exist in the notebook (Figure 3.12). At the cell level, the position of the cell is saved in one of two ways. If the cell is located within a column, a “column” field is added that represents the ID of the column it was in, as well as an “index” field that represents the position of the cell in the overall run order (Figure 3.13a). Alternatively, if a cell was outside of a column, such as a scratch cell, a “spatial” field is
stored in the metadata, which contains the page coordinates of the cell through “left”, “top” and “z-index” subfields. (Figure 3.13b). When a saved notebook is reopened, the notebook metadata is used to generate the correct number of columns. Cell metadata is then used to place each cell in the correct position relative to the columns.

```json
1
2  { "columns": 3
3 }  
```

Figure 3.12: Metadata saved for the notebook object

```json
1
2  { "index": 16,
3  "spatial": { 
4    "left": 591,
5    "top": 611.890625,
6    "zIndex": 1001
7  }
8 }
```

(a) Metadata for a cell that is in a column  
(b) Metadata for a scratch cell

Figure 3.13: Cell metadata for saving layouts

### Maintaining Run Order

In the 1D notebook environment, the “Run All” command will run all cells in the notebook from top to bottom. However, in the 2D environment, we run cells from top to bottom in the column, and then run each column left to right. To accomplish this, we take advantage of the fact Jupyter Notebooks uses the HTML DOM to determine the run order of cells in the notebook.

In Jupyter Notebooks, each cell is a distinct element in the DOM, and when the extension is not enabled, all cells are contained within the notebook division (Figure 3.14a). As cells are moved up and down the notebook, the cell element is moved up or down in the DOM
list. However, in 2D Jupyter, cells are contained within column divisions (Figure 3.14b). When a cell is moved to a new position in the notebook, the cell element must not only be placed in the correct column div, but also at the correct position in the list of cell elements within the column. We accomplish this through implementation of mouse listeners in the drag and drop box. When the box is clicked, the coordinates of the cell are recorded as the cell is moved around the page. Nested functions within the mousedown action enable page scrolling if the cell is dragged to the edges of the page. When the cell is released, the mouseup function checks for a collision with another cell. If there is a collision, the correct column and position is calculated using the colliding cell, and the cell that is being moved is placed back into the DOM at this position. The new column number and cell index are then recorded in the cell metadata. If no collision is occurring when the cell is released, then the cell element gets placed back into the DOM outside of the notebook div, removing it from the run order entirely. The coordinates of where it was released on the page are stored in the cell metadata. Each time a cell is moved, a reindex function is called to update the indices of all cells.

3.2.3 Using the Extension

To begin using the extension, users must first install the jupyter_contrib_extensions Python package using pip install jupyter_contrib_extensions. Once this installation is complete, users must then install the prepackaged JavaScript and CSS files using the command jupyter contrib nbextension install --user. This enables the extensions package to communicate the location of the extension files to the Jupyter server. Users must then download the 2D Jupyter files from the GitHub repository and place them in a subdirectory inside src/jupyter_contrib_nbextensions/nbextensions. The 2D Jupyter extension can then be enabled by either going into the Jupyter extensions configuration
(a) DOM structure of a 1D notebook. Cells are placed directly in the notebook container.

(b) DOM structure of a 2D notebook. Cells are placed in a column division, which then are placed in the notebook container.

Figure 3.14: Comparison of DOM structures of 1D and 2D notebooks.

interface and selecting the checkbox for 2D Jupyter (Figure 3.15), or by running the command `jupyter nbextension enable 2D-Jupyter` in the terminal. To disable the extension, uncheck the box for 2D Jupyter and refresh any active notebooks.

Additional instructions and information about installation can be found on the 2D Jupyter Github repository (Appendix A).
### 3.2. 2D Jupyter Development

Figure 3.15: Jupyter extensions configuration interface
Chapter 4

Evaluation

To evaluate the usability of 2D Jupyter, a user study was conducted where participants given the opportunity to use the extension to create a computational notebook. Through this study, we aimed to investigate the ways that 2D space might be used in creating computational notebooks, as well as the advantages and disadvantages of the extension. We also wanted to inform design opportunities for future development in hopes of improving the 2D Jupyter extension. Throughout this study, qualitative data was collected in the form of screen recordings, recorded interview sessions, and survey results. The survey also provided quantitative data in the form of Likert-scale questions.

4.1 Study Design

4.1.1 Participants

Participants for this study were recruited from two Virginia Tech computer science classes via class announcements. All participants were computer science students, with 5 participants being graduate students and 4 participants being undergraduate students. Additionally, all participants were required to have prior experience with data analysis in Python and working in Jupyter Notebooks.
4.1. Study Design

4.1.2 Procedure

A primary goal of this study was to evaluate the ways that 2D Jupyter might be used in creating computational narratives. As such, we wanted to provide participants in the study with the opportunity to freely build their notebooks with minimal restrictions or limitations. Additionally, we wanted to create a task that would enable the use of all features of the extension. To this end, we created a data analysis task that asked participants to analyze COVID data for counties in the United States. We provided participants with a Jupyter notebook file that contained the task instructions (found in Appendix B), as well as a COVID dataset [1] and a population dataset [6]. Using these datasets, participants were asked to answer a set of questions about COVID numbers in the various states and counties.

An initial meeting was scheduled with each participant to give them an overview of 2D Jupyter as well as introduce them to the data analysis task. Participants were then given about two weeks to complete the task. We expected the task to take several hours to complete, and as such, we allowed participants to work on it on their own time so that they could fully explore the features of 2D Jupyter and conduct a thorough analysis. Once the task was completed, an interview session was scheduled with each participant. Participants were asked several questions about their experiences using 2D Jupyter, as well as their opinions and feedback for the extension. At the end of the interview, each participant was also asked to complete a survey that contained 7 Likert scale questions and 2 short answer questions. The Likert scale questions focused on the benefits of a 2D layout in various parts of a data analysis task and the usability of 2D Jupyter. The short answer questions prompted users to provide feedback and suggestions on the 2D Jupyter extension.

2 participants were given access to large 64-inch displays and were asked to complete the task using these displays. While the extension provides a virtual infinite canvas, we wanted
to know whether the physical display space available impacted the way that a 2D notebook environment is used. Many of the benefits of space to think relate to the user’s ability to see all of their work at once, which may be challenging to accomplish when using smaller laptop display. We hypothesized that a larger display would enhance the benefits of a 2D environment, potentially making 2D Jupyter more useful on bigger screens.

A modified version of the data analysis task was created after evaluation of results from the first 5 participants. The original task (B.1) was a relatively simple analysis of the data provided, and as such, participants did not feel it was necessary to use all the components of 2D Jupyter. Features such as moving columns or freeform cell placement was not required for participants to be able to conduct their analysis and answer the questions about the data. As such, the modified version of the data analysis task (B.2) that introduced additional analysis requirements and required more complex tasks that encouraged participants to make use of 2D Jupyter features. In total, 4 participants completed the modified version of the task.

4.2 Results

Study participants were interviewed about various aspects of their experience using 2D Jupyter and additionally completed a survey. We focused on four main points of interests in the results: strategies in use of space, advantages of 2D over 1D, disadvantages of 2D over 1D, and participant feedback and suggestions.

4.2.1 Strategies in Use of Space

In the participants who completed the first version of data analysis task, we found two main strategies in the use of 2D space. The first strategy, which we call “Column Per
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Question”, was used by three participants (P1, P2, P3). With this strategy, participants divided created a separate column for each question asked of them in the task. Each column they created contained the entirety of the data analysis required to complete one of the questions, with the exception of one participant who added an additional column to the analysis for the second question in order to reduce vertical scrolling (P3). The notebooks created by P1, P2 and P3 can be seen in Figures 4.1, 4.2, and 4.3 respectively. The second strategy was used by one participant (P4) and can be categorized as “Column Per Data Analysis Task”. This participant used the columns to separate the steps of the data science workflow: data processing, data exploration, creating visualizations, and finally evaluating results. This participant’s notebook can be seen in Figure 4.4.

![Figure 4.1: Notebook completed by P1 using the “Column Per Question” strategy. Columns were used to separate the analysis for each question in the overall task.](image_url)

In the participants who completed the second version of data analysis task, we also found 2 primary categories of use of space. 2 participants (P7, P9) used what we call the “Linear” strategy, and kept their notebook primarily in a 1D linear layout, using the 2D space for smaller actions such as one-to-one cell comparison or referencing. P7 did the majority of
Figure 4.2: Notebook completed by P2 using the “Column Per Question” strategy. With the exception of a couple of extraneous cells, columns were used to separate the analysis for each question in the overall task.

Figure 4.3: Notebook completed by P3 using the “Column Per Question” strategy. Columns were used to separate the analysis for each question, with the addition of an extra column to reduce vertical scrolling.
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Figure 4.4: Notebook completed by P4 using the “Column Per Data Analysis Task” strategy. This participant sectioned their notebook by the data analysis steps, creating a column for each of data exploration, data processing, and data visualization.

Their analysis in a single column, and created another column only as means of referencing code or visualizations. This participant’s notebook can be seen in Figure 4.5. P9 did not create additional columns at all, and instead kept all their work in a single column. This participant used a scratch cell to keep the task instructions in view at all times. As they worked on their notebook, they used the drag and drop ability to move the cell with the instructions down on the page. Their notebook can be seen in Figure 4.6.

Two participants (P6, P8) completed the data analysis task using a large 64-inch 4K screen. With the larger screen space, these participants were able to create more columns without needing a significant amount of vertical scrolling to view the entire notebook. P6 used a strategy we call “Reduce Page Length”, where they created columns as a method of reducing the amount of vertical scrolling. Instead of using columns to break up sections of the notebook, this participant created a new column when they felt the vertical length of the page was becoming too long. Their notebook can be seen in Figure 4.7. P8 used
Figure 4.5: Notebook completed by P7 using the “Linear” strategy. The majority of the data analysis was done in a single column, with an additional column only being used to reference data or compare visualizations.

Figure 4.6: Notebook completed by P9 using the “Linear” strategy. All of the data analysis was done in a single column. A scratch cell was used to reference the task instructions.
the “Column Per Data Analysis Task” strategy, primarily using columns to separate the data science subtasks. Additionally, P8 created new columns when they wanted to align visualizations for ease of comparison. The notebook created by P8 can be seen in Figure 4.8.

Figure 4.7: Notebook completed by P6 using the “Reduce Page Length” strategy. Columns were created as a means of reducing the amount of vertical scrolling required to view the entire notebook.

Figure 4.8: Notebook completed by P8 using the “Column Per Question” strategy. Each column contains the data analysis needed to answer a single question in the task.
In one unique case, P5 opted to not complete the given data analysis task, but instead used the 2D Jupyter extension to complete their own work for a class project. This participant was a student in an artificial intelligence class and was working on a project that involved building their own AI model that could play a game. P5 also used the “Linear” strategy and maintained a single column of cells alongside a scratch cell in which they tested parameters for their AI model.

Summary of Strategies

Table 4.1 shows a summary of the strategies used by the participants to organize their notebooks. In total, 5 participants used columns as a means of sectioning their notebook. These participants found the 2D space helpful not only in organization of their notebook, but also in conducting their analyses. 3 participants continued to utilize a primarily 1D linear organization in their notebooks, suggesting that they used the 2D features as supplements to the computational notebook interface rather than as a means of providing new organizational opportunities.

<table>
<thead>
<tr>
<th>Strategy</th>
<th>Total Participants</th>
<th>Participants Using This Strategy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Column Per Question</td>
<td>4</td>
<td>P1, P2, P3, P8</td>
</tr>
<tr>
<td>Column Per Data Analysis Task</td>
<td>1</td>
<td>P4</td>
</tr>
<tr>
<td>Linear</td>
<td>3</td>
<td>P5, P7, P9</td>
</tr>
<tr>
<td>Reduce Page Length</td>
<td>1</td>
<td>P6</td>
</tr>
</tbody>
</table>

Number of Columns and Cells Used by Participants

The number of columns used by participants can be found in Table 4.2. This count excludes the first column containing the task instructions, as this was present in the initial notebook given to participants. We found that those who used the “Linear” strategy created only 1 or 2
columns, typically relying on a scratch cell or only using the second column to reference cells one-to-one. Participants who used “Column Per Question” or “Column Per Data Analysis Task” created 3 or 4 columns, except for one participant in these categories who conducted the task on the large display. The participants who used the large display created the most columns, with 6 and 10 columns present in their notebooks, suggesting that the use of a larger display space lends itself to increased utilization of the 2D space.

In Table 4.2, the average cells per column was calculated by diving the total number of cells in the notebook by the total number of columns in the notebook. Participants varied in the number of cells they used per column, with no apparent pattern relating their overall organization strategy. It is likely that the number of cells in a column is dependent on the personal development style of the user, as cell height can vary depending on the lines of code in a cell, as well as the size of any output visualizations generated by that cell.

<table>
<thead>
<tr>
<th>Participant</th>
<th>Number of Columns Used</th>
<th>Average Cells per Column</th>
</tr>
</thead>
<tbody>
<tr>
<td>P5</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>P9*</td>
<td>1</td>
<td>30</td>
</tr>
<tr>
<td>P7*</td>
<td>2</td>
<td>6</td>
</tr>
<tr>
<td>P1</td>
<td>3</td>
<td>3.3</td>
</tr>
<tr>
<td>P2</td>
<td>3</td>
<td>8</td>
</tr>
<tr>
<td>P3</td>
<td>4</td>
<td>11.25</td>
</tr>
<tr>
<td>P4</td>
<td>5</td>
<td>6.25</td>
</tr>
<tr>
<td>P6*</td>
<td>6</td>
<td>5.83</td>
</tr>
<tr>
<td>P8*</td>
<td>10</td>
<td>4</td>
</tr>
</tbody>
</table>

Starred participants completed the modified version of the task. P5 did not complete either of the provided data analysis tasks but instead used 2D Jupyter for a class assignment.
Features Used by Participants

During the interview session, participants were asked which features of 2D Jupyter they used. Table 4.3 shows the total number of participants who used each feature. Most participants used features related to organization, with 7 people using the ability to add and delete columns and 6 people using the ability to move cells around. Other features such as the ability to move columns left and right was only used by 3 participants, and only 2 participants used the ability to resize columns.

Table 4.3: Features Used by Participants

<table>
<thead>
<tr>
<th>Feature</th>
<th>Total Participants</th>
</tr>
</thead>
<tbody>
<tr>
<td>Adding/Deleting Columns</td>
<td>7</td>
</tr>
<tr>
<td>Moving Columns Left/Right</td>
<td>3</td>
</tr>
<tr>
<td>Freeform Cell Placement</td>
<td>6</td>
</tr>
<tr>
<td>Resizing Columns</td>
<td>2</td>
</tr>
</tbody>
</table>

4.2.2 Advantages of 2D over 1D

During the study, participants were asked to identify areas where they felt 2D notebooks had an advantage over 1D notebooks. Participant responses are summarized below.

- **Referencing other cells or comparing charts and visualizations is easier in 2D.** 5 participants (P2, P3, P4, P7, P9) liked that the 2D environment made it easier to refer to cells for reusing code or comparing charts and visualizations. The ability to place cells side-by-side reduced the amount of scrolling required while conducting the data analysis and did not disrupt organization of the notebook. P2 pointed out that “...when I have to compare two data frames...side-by-side that’s really useful.”

- **2D notebooks make it easier to locate specific code or data.** 3 participants (P1, P4, P8) noted that the 2D environment made it easier to keep track of cells. The
ability to organize the notebook in 2D space meant that when looking for a certain cell, users could instantly identify the section a cell was in, instead of having to scroll to find the section. P4 noted “It was easier for me to find the exact cell I was looking for.”

- **The 2D environment allows users to view more of their code at once.** 1 participant (P6) liked that they were able to view more of their code at once, especially when using a larger display that allows more columns to fit on the screen. “On such a big screen...I feel like so much can fit in it...” (P6).

### 4.2.3 Disadvantages of 2D over 1D

Participants also identified several areas where 2D had a disadvantage over 1D notebook, which are listed below.

- **Extra horizontal scrolling is required, especially on smaller screens.** P3 noted that while vertical scrolling was reduced, the smaller screen size of typical laptops would require more horizontal scrolling in order to view the entire notebook. They felt that this was a “major disadvantage” of a 2D notebook layout.

- **It can be harder to find a “lost” cell.** P4 suggested that due to the extra dimension of space, it may be harder to find a specific cell in the 2D environment if the user doesn’t remember the location of the cell. Users may create scratch cells that can be difficult to locate in a larger notebook, or a lack of organization in the notebook results in the user forgetting which column a cell is in. They pointed out that in a 1D notebook, a user could continue to scroll up until they found the cell they were looking for, but “…in 2D I have to find the right column and then I have to find the right position.”
• **Presenting a 2D notebook is more challenging.** Two participants (P1, P5) felt that presenting a notebook created in the 2D Jupyter environment would be harder than a 1D notebook. P1 commented that navigation through two dimensions made it harder to read the entirety of the notebook, and it could potentially look cluttered if there are too many columns and cells. P5 pointed out that the extension did not support exporting the notebook layout to an HTML or PDF format, making it harder to share the notebook.

Three participants (P2, P6, P7) did not identify any disadvantages to the 2D Jupyter environment since they felt that the extension did not take away any features from the original 1D environment. P7 noted “...you can use this as a 1D space...the choice to be able to make it 2D and and work side by side is useful.” P6 said “I don’t see there being...any sort of disadvantage or any type of limitation that 2D has compared to 1D. If anything...the opportunities are endless.”

### 4.2.4 Feedback and Suggestions

Throughout the study participants were also given the opportunity to provide feedback or suggestions about the 2D Jupyter extension.

• **Individually scrollable columns would help with comparison tasks.** Two participants (P3, P8) expressed a desire for individually scrollable columns. Both participants pointed out that if they wanted to, for example, compare a cell at the top of one column with a cell at the bottom of another column, there wasn’t a way to place them side by side while maintaining the organization of the notebook.

• **Toolbar features should be accessible from any point in the notebook.** Some
participants pointed out that users would have to scroll to the top of the page in order to access the toolbar buttons, and suggested making the toolbars accessible from any point in the notebook. Similarly, P1 and P4 wanted to be able to resize the columns from any location in the notebook. P4 said “...if it was possible to resize [the column] directly from [the middle of the column] instead of having to go up and resize, that would be good...”.

- **It would be helpful to group cells together in some way.** P9 suggested being able to link scratch cells to other cells within a column in a way such that the cells could be moved as a group. Often the code needed for a single result is spread across several cells, so the ability to group related cells together could potentially enhance benefits of the 2D environment.

- **A minimap would help with notebook navigation.** P1 pointed out that in larger notebooks, navigation could get more difficult and suggested adding a minimap feature to help the user orient themselves within the notebook environment.

Overall, feedback on the 2D Jupyter extension was generally positive. While some participants experienced a learning curve due to being accustomed to the 1D environment, they still found the 2D Jupyter extension easy to understand. “...After that small little learning curve, I think everything else...was super straightforward.” (P6)

### 4.2.5 Survey Results

Although all 9 participants were asked to complete the survey, 2 participants chose to not answer the survey questions, which resulted in receiving only 7 participant responses. The results of the Likert-scale questions can be seen in Figure 4.9.
Survey results show that participants had a generally positive opinion of 2D Jupyter. 5 participants agreed or strongly agreed that the 2D extension was beneficial in organizing the notebook. 3 participants agreed or strongly agreed with the statement that the 2D extension was beneficial in data processing, with 3 participants feeling neutral on this statement. 5 participants agreed or strongly agreed with the statement that the use of the 2D extension to be beneficial in creating visualizations. 4 participants agreed that the 2D extension was beneficial in debugging their notebooks. All 7 participants who completed the survey agreed that it was easy to understand how to use the 2D extension. Additionally, 5 participants agreed that it was easy to navigate in the 2D environment.

Notably, responses to the last question were more neutral than expected, given the positive responses to previous questions. 4 participants were neutral on their preference of 2D over 1D, with only 3 participants agreeing that they preferred the 2D environment over the 1D environments. While participants found areas where 2D Jupyter had benefits in completing data analysis, it may be the case that these benefits did not outweigh the disadvantages found. Problems such as excess scrolling or a sense of clutteredness were cited by participants, potentially dampening the advantages of 2D Jupyter. Additionally, participants may
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be more used to the 1D environment and experienced a small learning curve in their use of 2D Jupyter that impacted their ability to fully utilize the 2D layouts. It is also worth noting that the negative responses to the first four questions all came from the same participant. Interestingly, this participant also had a neutral response to the last question regarding a preference for 2D over 1D, suggesting that while they did not feel that 2D was beneficial in creating their notebook, the 2D environment also did not significantly detract from the computational notebook experience, resulting in no preference for either the 1D or 2D environment.
Chapter 5

Discussion

A goal in conducting the study was to find whether a 2D environment provided additional benefits over the 1D environment, and if so, in what aspects. Participants responses during the interview session provided insights into the specific features of the interface that gave 2D notebooks an advantage or disadvantage over 1D notebooks. In this section, we provide a high-level summary of the common themes found in the study results.

5.1 Findings

5.1.1 Usability Benefits

2D notebooks appear to be more usable for certain types of data analysis tasks, especially those that require a significant amount of referencing cells one-to-one. Data analysts often want to look at two cells together to reuse code or compare visualizations. In a 1D notebook, cells can only be moved up or down one place at a time, which leads to a tedious process in rearranging the cells if they are far apart in the notebook. Additionally, this process disrupts the organization of the notebook, resulting in additional work to reorganize the notebook or leaving the notebook in a messy state. In the 2D environment, the multi-column environment enables users to place cells side-by-side while still keeping the notebook in an organized state. The ability to move columns left and right within the notebook can help maintain notebook
structure while still being able to compare cells from any point in the notebook. Additionally, the ability to drag and drop cells anywhere in the notebook provides an alternative method of placing cells close to each other. This freeform placement of cells also allows the user to easily reinsert the cell into the correct location in the notebook.

Additionally, in the 2D environment, users are able to organize their notebooks in such a way that it was easier for them to locate specific cells in their notebooks as compared to the 1D environment. 7 out of 9 participants used the multi-column layout to separate sections of their notebook, which allowed them to place each section side-by-side. These participants found that when they were seeking a specific part of their notebook, this layout allowed them to instantly identify the section they were looking for, reducing the amount of searching needed to find a specific cell. This was a much faster process as compared to the 1D environment, where users would have to scroll through a long page of cells in order to find the one they were looking for. While a 1D notebook can be sectioned using markdown cells, users would still need to scroll to look for the required section, then continue to scroll to search for the cell within that section.

### 5.1.2 Impacts of Screen Size

Many of the advantages of 2D Jupyter were more apparent when a larger display was used. The typical laptop screen size allows for about 3 columns to fit on the screen at a width that allows for comfortable viewing of code and visualizations. Out of 9 participants, 7 kept their notebooks limited to 4 columns or less. The 2 participants who used the larger 64-inch display to complete the data analysis task created the most columns, with 6 and 10 columns in their notebooks. This suggests that users may still feel limited by the physical space available and would prefer to limit the amount of scrolling required to navigate in the
notebook. Larger displays would allow the user to add additional columns while keeping the entire notebook in view. This would enhance many of the benefits of the 2D space, such as when making comparisons or locating certain cells.

Smaller screens can also lead to notebooks feeling cluttered. 2 participants who used a laptop display to conduct the data analysis task reported a sense of clutteredness in the 2D environment, especially when working with a larger notebook. In a 2D environment, users must scroll both horizontally and vertically to view the entire notebook. In order to minimize the amount of scrolling required, users may reduce column widths to fit more columns on the screen. However, this not only reduces readability of code and visualizations within the narrower columns, but also results in the notebook feeling cluttered, particularly when working with smaller displays. Users have a harder time reading the notebook as a single document, thus negatively impacting the ability to share or present the notebook.

5.1.3 Scrolling Tradeoffs

While the 2D environment helps to reduce the amount of vertical scrolling required, users now have an increased amount of horizontal scrolling. Users can create additional columns to reduce the vertical scrolling, but there is a tradeoff in that there will be an increase in the amount of horizontal scrolling as more columns are created. Additionally, the method of scrolling may hinder the ability to navigate through the notebook. Those who use a mouse to scroll horizontally may find it more tedious than those who are using a trackpad. Additionally, the drag-and-drop cell feature allows for the page to scroll when a cell is dragged to the edge of the screen; this method of scrolling is relatively slow and users may find it negatively impacts their experience of using 2D computational notebooks. However, it is worth noting that horizontal scrolling is not an exact equivalent to vertical scrolling and the
addition of horizontal scrolling still reduces the total amount of scrolling. Because multiple columns can fit on the screen at once, users are able to see more of their code at the same time. Additionally, the ability to use the 2D space for organization helps to condense the notebook in both the horizontal and vertical dimensions.

5.2 Limitations

At the time of conducting the study, the 2D Jupyter extension contained several bugs that may have impacted the user experience. In particular, the extension sometimes did not correctly save the layout of the notebook after each work session, requiring users to spend time reorganizing their notebook when they resumed work. Additionally, the drag and drop feature occasionally caused the cell to be stuck to the user’s cursor and did not allow the user to release a cell at the intended location. This required the user to reload the notebook in order to resolve the issue. Finally, the extension interfered with the autosave function of Jupyter Notebooks, requiring the user to manually save the notebook periodically while working. This sometimes resulted in users losing work, especially if they had significant prior experience with Jupyter and were not in the habit of manually saving their notebooks.

5.3 Refinements

After conclusion of the study, refinements were made to the extension based on participant feedback and suggestions. First, we added the ability to move cells left and right. Two buttons were added to the main toolbar, as seen in Figure 5.1. In a similar manner to moving cells up and down, a user can select a cell and use the left and right buttons to move a cell left by one column or right by one column respectively. Cells are moved directly to
the left or right, or added to the end of the new column if the cell’s position in the original column is lower than the last cell in the new column.

![Figure 5.1: Buttons to move cells left or right](image)

Second, the ability to resize columns was modified so that the user can resize columns from any point in the column, instead of being limited to the column toolbar. Like the original resize box in the column toolbar, users may click on the boxes at the right-end of each cell and drag their mouse left or right to resize the entire column. Figure 5.2 shows these boxes in the 2D Jupyter interface.

Additionally, the add cell button in the column toolbar was removed. During the study, users expressed a desire to be able to add cells to the columns without having to scroll up to the column toolbar. However, this ability already exists in the original add cell button in the main toolbar, as this button can add a new cell below any selected cell. Because the column toolbar was such a prominent feature in the 2D notebook, it is likely that users did not think to use the original features of Jupyter Notebooks, and so felt limited by the placement of the column toolbar. As such, the add cell button in the column toolbar has
Figure 5.2: Resize boxes within cells

been removed to encourage use of the original add cell button.

Finally, some minor bug fixes were made in order to address the issue of the layout not being saved correctly. In the original implementation of the extension, certain edge cases in movement of cells and columns caused cell metadata to be incorrectly updated. These edge cases have been addressed in the updated implementation.

5.4 JupyterLab Extension

JupyterLab is a web-based development interface created by Project Jupyter that is based on the Jupyter Notebooks architecture [15]. It uses the same server and notebook format as the original Jupyter Notebooks, but also provides additional features to the development environment such as split-view windows, a visual debugger, and real-time collaboration. With these added capabilities, JupyterLab serves as a powerful and highly interactive IDE
for data analysis work, and Project Jupyter intends for JupyterLab to eventually replace the original Jupyter Notebooks. To this end, we have begun adapting 2D Jupyter to the JupyterLab environment.

Like the original extension, 2D JupyterLab enables multi-column layouts within the notebook environment. Figure 5.3 shows a screenshot of a JupyterLab notebook created with the extension enabled. Similarly to the Jupyter Notebook version, users are able to add columns, delete columns, and add cells using buttons on the main toolbar at the top of the interface. The column toolbar is also similar to the original extension, and allows users to add cells to a specific column with an “Add cell” button at the top left. Users also have the ability to move columns left and right using the arrow buttons in the column toolbar.

Figure 5.3: 2D JupyterLab features

The JupyterLab version of the extension is implemented using TypeScript. While many of the features have similar implementations to the original 2D Jupyter extension, several features have modified implementations due to the different interface and architecture of JupyterLab. In particular, the run order of cells in JupyterLab is contained within a backend
server instead of the HTML DOM, requiring calls to the JupyterLab API whenever the run order of cells is changed. Like the original 2D Jupyter extension, a reindex function is called each time the layout is modified in order to reset the cell indices and number of columns. However, we have additionally implemented a function named runCellsInOrder that first reorders the cells in the backend of JupyterLab, then calls the “Run All” function, in order to run the cells in order of appearance in the front end.

At the time of writing, development on 2D JupyterLab is ongoing. Future work includes debugging core functions such as runCellsInOrder, adding columns, and removing columns. We also plan on implementing many of the features present in the original extension, such as the ability to resize columns and the ability to save the 2D layout of the notebook.

5.5 Future Work

5.5.1 Further Development

The implementation of additional features in 2D Jupyter can further enhance the benefits of the 2D space. For example, the width of columns in the multi-column layout can impact user experience, especially those working on smaller displays. Making columns wider reduces the number of columns that fit on the screen, but making columns more narrow reduces readability and makes the notebook look cluttered. It may be beneficial to improve the method of resizing column width by using quick interactions such as in spreadsheets.

Additionally, there is room for improvement in navigational abilities. In 1D notebooks, some users find it quicker to navigate using the arrow keys. With the 2D Jupyter extension, users can use the arrow keys to move up and down in columns, but left and right navigation with the arrow keys has yet to be implemented. Additionally, making columns individually
scrollable can help navigation by allowing longer columns to be scrolled without impacting the viewing of shorter columns. This would be especially beneficial when working on smaller screens. Larger notebooks may also benefit from the implementation of a minimap feature or similar to aid in orienting users within the notebook.

It is also worth exploring implementation of additional ways to move cells around the notebook. The ability to move around groups of cells rather than individual cells could help enhance the benefits of the 2D environment. One possible approach is to allow columns to be dragged around the notebook in a similar manner as scratch cells. Often data analysts use multiple cells to arrive at a single result. Allowing freeform placement of all related cells at once would help in the non-linear analysis process.

Finally, the 2D layout allows for multiple potential run orders of cells. Currently, the extension runs each column from top to bottom, then runs the columns from left to right. Users may wish to run cells in an alternative order, such as in row-major order. Allowing users to select a run order through the use of a dropdown menu or other means would provide additional flexibility in the use of the 2D environment. This would require creating alternative styling layouts for each of the different run order in order to maintain the DOM structure, and thus is a subject for future work.

5.5.2 Enabling Other Layouts

The 2D Jupyter extension in its current state primarily supports multi-column layouts. However, the study done by Harden et al. [12] showed the potential for other layouts in 2D space. Many of the advantages of the extension may be a result of its compactness of the multi-column structure, such as the ability to more easily find code, and thus other 2D layouts may not see the same benefits. Additionally, the multi-column layout does not maximize the
potential benefits of having space to think, as users are still restricted to a column structure in the organization of their notebook. Other 2D layouts, like workboard style layouts, may introduce additional advantages. While the 2D Jupyter extension provides some ability to create this type of layout in the freeform cell placement feature, further development will be required to fully support workboard layouts. The implementation of alternative 2D layouts and the evaluation of their effectiveness is a subject for future work.
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Conclusion

In this paper, we present 2D Jupyter, a Jupyter Notebooks extension that provides the ability to use a 2D layout in computational notebooks. We first looked at the ways we might extend Jupyter Notebooks to use 2D space, as well as potential features that users might want. Through an exploration of the current pain points in computational notebooks, as well as the ideas supporting the concept of space to think, we designed 2D Jupyter with two primary goals: enabling a multi-column structure and allowing for freeform cell placement.

We then conducted a user study with the extension to understand how people might use 2D space when conducting data analyses, as well as to find the advantages and disadvantages of a 2D layout compared to a 1D layout. We found that while users have different strategies in organizing their notebooks, they find the use of 2D space to be beneficial in almost all cases. Additionally, there were several advantages of 2D notebooks as compared to 1D notebooks, including the ability to more easily reference other cells and the ability to quickly locate specific code cells. The 2D environment also showed some disadvantages that were especially prevalent with smaller displays, such as the additional scrolling required with the addition of an extra dimension. Participants in the study also provided feedback and suggestions for future development of the extension. Overall, we found that the 2D layout provides benefits in usability, especially when used on larger display spaces. The multi-column structure served as a way to section notebooks in a way that reduced messiness and enabled more efficient navigation.
This work provides initial insights into the ways that 2D space can be used in the creation of computational notebooks. Further development of the extension can help enhance the benefits of 2D Jupyter. For example, additional navigational abilities can help to lessen the impacts of tedious scrolling or help orient users when working in a large notebook. Additional interaction features such as being able to drag and drop groups of cells, or quick interactions to resize columns can also make data analysis work more efficient. A possible future direction of work is to explore the impacts of other 2D layouts, such as workboard style layouts.
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Deliverables

2D Jupyter: https://github.com/elizabethc99/2D-Jupyter

2D JupyterLab version: https://github.com/TomWoah123/2D-JupyterLab-TS
Appendix B

User Study Materials

B.1 Original Task

You are being asked to analyze COVID data for the state of Virginia. Use the datasets provided to answer the questions below:

1. How do the most recent deaths per case compare between all the counties of Virginia?

2. Do the deaths per case in each county of Virginia correlate to the population density?

B.2 Modified Task

You are being asked to analyze COVID data for three states - Virginia, Texas and Illinois. Prepare a notebook for presentation with the following:

1. Create the following charts for each state:
   - Bar chart showing top 10 counties with highest cases
   - Bar chart showing top 10 counties with highest deaths
   - Bar chart showing top 10 counties with highest deaths per case
   - Scatterplot showing the correlation between cases and deaths by county (include the correlation coefficient)
• Bar chart showing top 10 counties with the highest number of cases relative to population

• Bar chart showing top 10 counties with the highest number of deaths relative to population.

2. Using only the charts you have created in part 1 answer the following questions:

   (a) Which state had the county with the highest number of cases?

   (b) Which state had the county with the highest number of deaths?

   (c) Which state had the county with the highest number of deaths per case?

   (d) Which state had the highest correlation between cases and deaths?

   (e) Which state had the county with the highest number of cases relative to population density?

   (f) Which state had the county with the highest number of deaths relative to population density?

   (g) How many counties with the top 10 deaths relative to population were also in the top 10 deaths per case for that state?

3. Prepare the notebook for presentation of your findings

B.3 Interview Questions

1. What was your overall strategy for using the 2D environment?

2. What features of the 2D notebook did you utilize?

3. Are there any features that you wish you had?
4. Were there any difficulties in using the 2D notebook during your data analysis?

5. Did the 2D environment provide any advantages for this task as compared to a 1D notebook?

6. Did the 2D environment provide any disadvantages for this task as compared to a 1D notebook?