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(ABSTRACT)

To fill the need for automated assistance during the system engineering process, a
prototype computer-aided tool emphasizing requirements analysis and traceability
management is designed and developed. An object-oriented approach is used which
leads to the selection of Smalltalk as the implementation language. Peter Chen's Entity-
Relationship-Attribute database structure is selected to maintain a complete and
consistent system definition. "User-friendly" interfaces are implemented to allow
efficient manipulation and representation of the system definition data. These interfaces
include a system engineering editor, two engineering views (text and hierarchy), a
requirement extractor, and a schema extender. The prototype is expandable and
extendable to permit future upgrades to support additional views, reports, and dynamic
verification of models. With system definition becoming increasingly important in
designing error-free, cost-effective systems, this computer-aided system engineering tool
provides an accessible source of automated assistance to support the engineer.
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I. INTRODUCTION

As high technology systems continue to increase in complexity and required
performance, preliminary system design has become critical. The engineer must begin by
defining the problem, analyzing the needs, performing feasibility analyses, defining
operational requirements, and creating a maintenance concept. The next phase is to
perform functional analyses, create the physical architecture, and allocate functions onto
this architecture. The goal of the system engineering process is to develop specifications
and models that are consistent, explicit, testable, and traceable to the initial problem
definition. Current system engineering tools either do not support this goal, are not
available because they are proprietary, or are extremely expensive tools requiring specific
workstations. Therefore, there is a need for an affordable tool to support engineers during
the initial phases of system definition, analysis, and design. The objective of this project
is to design and develop a prototype that can serve as the basis of an automated tool to
satisfy this need.

1.1 Th stem Definition Proc

System definition is a special subset of the complete system engineering process.
Though a life-cycle perspective should be maintained throughout development, the
definition process ends with the completion of design as shown in Figure 1.1. This
process begins with a statement of the problem and then continues with the derivation of
the system concept which includes feasibility, operational, and maintenance
considerations. At the conclusion of this stage, the requirements specification consisting
of explicit engineering requirements and constraints is produced. These requirements are
then traced to the functional model which describes interactions and sequences of
required processes. Once the system behavior has been determined through the process
of functional analysis and the physical architecture has been specified, the component
structure establishing which part will perform which process is defined. The
requirements specification, behavioral model, and physical model derive from and, in
turn, enhance the definition that is maintained in a central database to ensure consistency
as presented in Figure 1.2.

The system definition, once determined, acts as the hub for all other design and
development activities. The definition captures technical design requirements and
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constraints (in the form of a requirements specification) required by engineers dealing
with particular facets of the design instead of the often imprecise, qualitative
requirements put forth in the initial system concept. Furthermore, the development and
integration of components is guided by the system specification. For example, the
specifications for the software components are established with consideration of hardware
and reliability constraints as well as those imposed by the software. Moreover, the
information flows both into and out of the central definition. Thus, the constraints of
each discipline are taken into account during the initial design stage. Therefore, complete
system definition is an essential step in the design process. (For a complete discussion of

system engineering and the design process, see System Engineering and Analysis by
Blanchard and Fabrycky [1].)

m Engineering Tool

During system definition, an engineer must develop and track the following:
requirements, function descriptions, data item descriptions, physical component
descriptions, interface descriptions, graphs depicting behavior, graphs describing system
architecture, analyses and trade studies, critical issues, design decisions, and printed
reports. The interactions and inter-dependencies between these items are numerous and
complex as shown in Figure 1.3. However, each item is often maintained separately
which requires the engineer to manually update each affected part every time a change is
made to any of the items. Often, the engineer fails to update one of the items due to the
intricate set of interdependencies. This error leads to an inconsistent design. These
inconsistencies, if not detected, will lead to flaws in the final design. Early detection (or
avoidance) of errors is essential, because delayed error detection is extremely expensive.
A rule of thumb used in industry is that the cost to fix an error increases by an order of
magnitude for each phase of development completed. Errors not detected until the
operation phase cost approximately ten thousand times as much to fix as the same error
would have cost if detected during the design process. Even problems located during
testing cost one hundred times as much to resolve as those found during design.

Three primary tools are used by engineers to facilitate the design process. First is
pencil and paper. Though by far the most common and most flexible tool, this
combination, when relied on exclusively, often leads to inconsistent design. Furthermore,

the process is lengthy, and this approach is relatively slow. Second, many developers
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who employ automated methods misapply computer-aided software engineering (CASE)
tools in an attempt to complete the design process. This is akin to substituting a
screwdriver for a crowbar. Though the screwdriver can be used to pry up some items, it
is neither as flexible nor as powerful as a crowbar. Third, a handful of computer-aided
tools for improving the development of requirements and the system definition are
available. Most of these, however, either have a hostile user interface, fail to integrate
text and graphics to fully describe the system, are not available on a small platform such
as the personal computer, or are excessively expensive. Therefore, most engineers do not
have access to an automated tool that supports the system definition process.

1.3 Obijective of this Project

The objective of this project is to design and develop an automated tool to support
the system definition phase of the engineering life cycle with an emphasis on
requirements analysis and traceability. Though the focus of the tool is on requirements
and traceability, the entire system design as well as the design rationale is supported and
captured. The process of updating related information when changes are made is
automated in order to maintain a consistent database which eliminates a major source of
error in design. The tool can be made available to the average engineer — neither its
platform nor its cost will be prohibitive. Finally, the tool design facilitates future
extension to support the other phases of system definition dealing with function flows and
model verification.

The remainder of this report deals with specific issues and decisions relating to
the design and implementation of the Requirements Analyzer and Traceability Manager
(RATM). First, the class of existing system engineering tools are examined. Second,
two key issues in the design of the tool are discussed: the language for implementation
and the structure for the system database. Third, the RATM system which includes the
system database and user interfaces is discussed. Fourth, areas for future work are
outlined, because this tool is only the preliminary implementation of a complete system
engineering tool. Conclusions drawn from the design and implementation of a system
engineering tool are then stated. The RATM system environment, interfaces, and

commands are then discussed in-depth in the appendices.



II. LITERATURE REVIEW

Out of the handful of computer-based systems to support the system definition
process, there are two-hat stand above all others. The first system, initially implemented
in 1976, is SREM. Though oriented towards software engineering, the tools included in
SREM represent a breakthrough in requirements engineering. DCDS, a direct descendent
of SREM, incorporates the developments made during an additional twelve years of
research. While DCDS retains a bias towards computer systems, it includes key facilities
that explicitly support the system engineer during the system definition process.

2.1 SREM: Software Requirements Engineering Methodolo

As described by Bell, Bixler, and Dyer [2], the purpose of SREM is to use
computers to reduce the number and severity of problems encountered during the
requirements specification phase of software engineering. Developed in response to the
enormous set of requirements for the Ballistic Missile Defense (BMD) system, SREM
consists of three primary pieces:

» aset of techniques and procedures for software requirement decomposition,

» the Requirements Statement Language (RSL), an artificial language used to

state requirements, and

» the Requirements Engineering Validation System (REVS), an integrated set of

tools designed to support the specification of requirements in RSL.

Both RSL and REVS have a number of noteworthy features. First, RSL is a
machine-processable language developed exclusively for the specification of software
requirements. Furthermore, in anticipation of projects with special needs, the language is
extendable at the concept level. In order to use the Requirements Statement Language, a
translator must be used to move data between the user interface and the REVS centralized
database. A set of tools is built around the database to handle the necessary functions for
software requirements engineering. These tools are:

» aconsistency checker to verify the static completeness of the database,

* interactive graphics through which the user could specify the flow paths for

the software, and

* an automatic simulation generator to dynamically verify the software specified

by the requirements.



The preliminary implementation of the REVS software was available in 1976 on a
Texas Instruments Advanced Scientific Computer used at the Ballistic Missile Defense
Advanced Research Center in Huntsville, Alabama. However, possibly more important
than the REVS software itself, SREM represents the first step in a long line of key
software and system engineering tools developed by TRW in response to the special
demands of the BMD program.

2.2 DCDS: Distri mputing Design System

Based upon twelve years of research and development, the Distributed Computing
Design System is a direct descendent of SREM [3]. Developed by TRW as a "limited
distribution" product requiring formal U.S. Army approval for access, DCDS supports the
entire software life-cycle. Though DCDS consists of a number of integrated modules
(which include SREM itself), the module of most interest to system engineers is the
System Requirements Engineering Methodology (SYSREM).

SYSREM goes beyond the original software orientation of SREM to address the
specific needs of system specification. It addresses and supports all of the major steps of
system design. In particular, it includes a set of automated tools to support:

» functional decomposition including function flows, data flows, completion

criteria, performance indices, and constraints,

» function allocation onto the physical model of the system,

» simulation of the behavior specified during functional decomposition, and

* automatic document generation.

This combination of tools built around a central database provides significant benefits in
the areas of design traceability and impact analysis.

Though DCDS is a very useful system, it suffers from several significant
problems. First, access to the system is limited because the software was developed for
the U.S. Army. Second, an engineer must have access to a VAX computer with a
Tektronix 4105 graphics terminal (or a Sun workstation for the latest rehosted version) in
order to use the software. Finally, if a user is actually able to gain access to the software,
he will find out that DCDS is "expert-friendly" which many users say is a euphemism for
"user-hostile".

Like SREM, DCDS is the parent of another engineering tool — Requirements



Driven Design (RDD™) developed by Ascent Logic. RDD is a re-engineered,
commercial derivative of the system-level portion of DCDS which has been implemented
on the Sun and Apple Macintosh® II workstations. Because of its pricing structure and
high platform demands (at least sixteen megabytes of RAM), RDD is only marginally
more accessible to the average engineer than DCDS is.

RDD is a trademark of Ascent Logic Corporation.
Macintosh is a registered trademark of Apple Computer, Inc.



III. MATERIALS AND METHODS

Before development of the RATM system could begin, two major issues had to be
resolved. First, a programming language had to be chosen in which to develop the tool.
Second, the structure of the system database (the core of the tool) had to be defined.
Because the language and structure chosen — Smalltalk and Entity-Relationship-
Attribute, respectively — are not familiar to many people, a brief discussion of both is
required.

malltalk

Smalltalk is an object-oriented programming system developed at the Xerox Palo
Alto Research Center during a time when many of the concepts for modern computer
interfaces were being developed [4]. Recently, versions of the language have been
released for personal computers which will provide many people with access to an object-
oriented system.

Object-oriented languages differ from traditional languages in the approach taken
to model situations. To develop a model in a traditional language such as Pascal or
FORTRAN, the user models the steps required to proceed from beginning to end.
Therefore, these languages are known as procedural languages. On the other hand,
object-oriented languages such as Smalltalk focus on defining objects and the way they
interact. In developing a model in an object-oriented language, the user must identify the
objects being modeled, classify the objects according to similarities and differences, and
define the methods by which objects interact with one another [5].

Because of the focus on objects instead of processes, the object-oriented approach
has many advantages to that of procedural languages. First, object-oriented programming
automatically enforces the concepts of encapsulation and information hiding. Because all
information and related code are stored with an object, access to information within the
object is restricted (avoiding unintended or unauthorized changes to data). Therefore, the
objects can be considered to be black boxes that respond to external requests to store or
return information. Second, because objects are black boxes, they support modularity
which reduces interdependencies within a system, thereby minimizing the complexity [5].
Third, the user has the ability to access existing classes within the object-oriented
programming system. With this ability, the user can extend and tailor the system to his
specific needs. Last, the world is made up of objects which interact according to certain

10



rules. Because an object-oriented language closely resembles the structure of the real
world, it is easier to develop meaningful models using an object-oriented approach than
using a process-oriented approach.

Beyond offering the advantages of this state-of-the-art approach on personal
computers, Smalltalk also promotes "fearless programming" as described by Diederich
and Milton [6]. "Fearless programming" encourages experimentation with algorithms,
application code modules, and even the core system code. Smalltalk allows users to try
out ideas and responds with immediate feedback. Furthermore, errors are simply
messages that indicate that an object does not understand a message that it was sent.
Because of this design, the user can proceed with little fear of causing irreversible
damage [7]. Furthermore, Smalltalk supports a "divide and conquer" approach to
software development which allows the user to code and test individual modules.
Though Smalltalk does not excel at numerically intensive computations, its combination
of an object-oriented approach with its support of "fearless programming" makes it ideal
for the development of a system engineering database with graphic user interfaces.

3.2 The Entity-Relationship-Attribute Structure

In much the same way that Smalltalk is the natural aid for the development of the
system definition tool, the Entity-Relationship-Attribute (ERA) structure proposed by
Chen [8] is ideal for the representation of the data contained in a system database. The
ERA structure is based on three primitive language concepts: entities, relationships, and
attributes.

» Entities (also known as elements) correspond to nouns in English. Entities are

the objects which the user wishes to define and serve as the basic units in the
system database. All entities are classified into one of several classes (e.g.,
Component, Function) in the system database.

» Relationships are similar to verbs. To be precise, a relationship which defines
a link between two entities corresponds to the mathematical definition of a
binary relation. Relationships are not commutative, each relationship having a
definite subject and object. However, for each relationship, there is a
complementary relationship which defines the link from the object to the
subject.

» Attributes further describe entities much like adjectives modify nouns. The

attributes of an element serve to define critical properties of entities. For

11



instance, attributes of a component would include the component number and
type.
Because the ERA structure consists of entities which are modified by attributes and
related to other entities, it clearly corresponds to the object-oriented approach. Entities
are represented as objects with the attributes stored as data within the objects. The
relationships then define the interaction between objects.

To clarify the concept of the ERA structure, a simple model of the academic
environment has been developed as an example. The entities are categorized into four
classes — department, professor, student, and course — as shown in Figure 3.1. Each
entity has basic attributes which define the entity. For example, as illustrated in Figure
3.1, each course has a description, a number, a set of prerequisites, and a list of semesters
during which the course is offered. Furthermore, the entities are linked by relationships.
As shown in Figure 3.1, a course is "taught by" a professor. The complementary
relationship, though not shown in Figure 3.1, states that a professor "teaches” the course.

Not only does the ERA structure correspond closely to the problem it is trying to
model, but it also serves as an artificial language in which the problem can be defined.
Because the ERA structure is an artificial language, the precise meaning of each concept
can be defined and documented [2]. Therefore, ambiguities present in other languages
can be avoided. For example, requirements documents written in English are often very
unclear. However, if the requirements were specified in an ERA structure, there could be
no ambiguities, because the meaning of each entity class, relationship, and attribute
would be clearly defined with a single meaning. Therefore, the language serves to clarify
and enhance communications between system developers and users. Furthermore, the
attributes and relationships for each entity class serve as a checklist of information which
needs to be specified for an entity to be complete. Because the Entity-Relationship-
Attribute structure not only naturally represents the required information but also serves
as an artificial language which eliminates ambiguities and miscommunication, the best
model for the system definition database is the ERA model.

12
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Figure 3.1 Simplified ERA Diagram for an Academic Environment
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IV. RESULTS

Based on the ERA language and developed in Smalltalk, the Requirements
Analyzer and Traceability Manager consists of five interfacing modules built around the
system definition database. The heart of the tool is obviously this database which stores
all the information generated during system development. The element editor, used to
browse and manipulate the database, is the primary user interface of the tool. Two
additional views, the text and hierarchy views, display a different subset of data in
different formats to fulfill some of the needs of system engineers. Furthermore, because
originating requirements are often specified and written by someone other than the
engineer, the requirement extractor allows the user to transfer requirements directly from
external documents to the system database. Finally, in case a user needs to add a new
concept to the database structure, the schema extender allows the user to extend the
baseline database structure. The remainder of this section consists of a brief summary of
the database and the interfaces. (Appendix A contains a complete description of the
RATM environment and interfaces as well as a complete command summary.)

4.1 System Definition Database

Built on the ERA structure, the structure of the system definition database (known
as the schema) is designed to both maintain strong traceability throughout the system
definition process and document the decisions made during design. The first priority in
defining entities and relationships is to maintain complete traceability of all elements of
the design. In this way, the origins and justification of all pieces of the design can be
determined. Furthermore, the effects of changes in requirements can immediately be seen
because all elements which descend from the changed requirement are linked to the
requirement in the database. Moreover, the design rationale — the answer to the question
“why", often kept only in the engineer's head — is captured in the database. Because
engineers often move from project to project, this information is often lost and cannot be
recovered if a design is reviewed at some point in the future. However, by allowing the
user to document all engineering decisions, the database maintains a complete audit trail
for future use. Finally, in order to avoid arbitrary design constraints, the schema is
designed to allow the user to express the "what”, "when", and "how well" but not the

"how" of system design.
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Though the RATM tool has modules that explicitly support only requirement
analysis and design traceability, the database supports the entire system definition
process. The entities, relationships, and attributes reflect the data present in the phases of
design as first defined by Long, Dinsmore, Spadaro, and Alford [9] from 1968-1972. The
Source class is an output of the problem definition and system concept derivation phases.
OriginatingRequirement, Constraint, and Performancelndex all serve as design
requirements. To complete functional analysis, the Function, Item, CompletionCriteria,
and DomainSet classes are all needed. The allocation phase requires the System,
ExternalSystem, Component, Interface, and ItemLink classes. The Criticallssue and
Decision classes are a repository for the design rationale. The remaining element type,
Engineer, is simply a way to keep track of who is responsible for developing a particular
part of the system. The complete set of entities, relationships, and attributes in the
baseline schema are shown in Figure 4.1 and Figure 4.2. Appendix B also includes a
complete set of Entity-Relationship diagrams for the baseline schema.

The baseline schema is defined to allow the user to work with requirements
instead of forcing the user to define the database structure. However, some users will
need to be able to extend the schema in order to fill the needs of their specific project.
Therefore, the schema is extensible at the concept level. The user can add entity classes,
relationships, and attributes to respond to specific needs or new requirements for defining
systems. Between the baseline schema which supports the entire system definition
process and the extendable nature of the schema, the system definition database can
support the needs of any system development project.

4.2 Element Editor

The element editor, the primary interface for browsing and updating the system
database, consists of nine different panes divided into two basic groups as shown in
Figure 4.3. The five upper panes are list panes displaying the classes, elements, and
relationships in the database. The lower four panes are labeled text panes displaying the
name and three attributes of the selected element.

In the first list pane, the classes (e.g., Component, Function) are displayed. When
the user selects the desired class, the elements within that class are shown in the element
pane. The relationship pane lists all possible relationships for the selected class. When
the user selects a relationship, all possible target classes are listed in the target class
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pane as illustrated in Figure 4.3. Finally, when the user selects a target class, any targets
of that relationship are displayed. In this way, the user can browse the contents of the
database and modify elements and relationships.

The selection of a specific element in the element pane causes the attributes
corresponding to that element to be displayed in the lower text panes. The first pane
displays the name of the selected element. The remaining three panes display attributes
of the selected element. The attributes displayed in Figure 4.3 are "Number"”, "Last
modified", and "Description”. To change the attribute displayed in a specific pane, the
user can click on the label for the pane. A menu containing the five standard attributes
for every element ("Abbreviation", "Author", "Created on", "Last modified", and
"Number") will pop-up, and the user can select the desired attribute. Only standard
attributes can be displayed and edited on the element editor.

In order to maintain a consistent database, special care is taken in manipulating
elements and relationships. When the user either adds a target to a relationship or
removes a target from a relationship, the tool automatically updates the complementary
relationship as appropriate. For example, if "Item1" is added to the "inputs" relationship
of "Functionl"”, "Functionl" is automatically added to the "input to" relationship of
"Item1". Furthermore, if an element is deleted from the database, it is removed from all
relationships in the database. Because the attributes of an element are stored only with
the element, no special care is required in handling the attributes.

Because a standard, "user-friendly" Apple Macintosh interface has been
developed and implemented, very little time and effort is required for an engineer to learn
to effectively use the element editor. Furthermore, the combination of automatically
updated list and text panes facilitates browsing and manipulating the underlying database.
All actions, ranging from the modification of an element attribute to the creation of a new
element, are menu and mouse driven. Finally, the tool automatically takes the
appropriate steps to maintain a consistent database. Therefore, the engineer can
concentrate on system engineering instead of learning and using a tool.

4.3 Text View
Unlike the element editor, the text view is not designed for browsing the database.

Instead, all of the information on a particular element in the system database is displayed
in the text view, a structured format illustrated in Figure 4.4. The attributes are displayed
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in the upper portion of the window in labeled text panes. The relationships, target
classes, and targets that complete the element definition are displayed in the lower portion
of the window as shown in Figure 4.4.

The first labeled field on the text view is the element name. The remaining
labeled text panes (up to fourteen panes) display the attributes for the element. As shown
in Figure 4.4 the attribute panes are displayed in the following order:

« Author (non-editable)

e Created on (non-editable)

*  Number

» Abbreviation

+ Custom attributes of the element in alphabetical order (up to 9)

+ Last modified (non-editable)

The first four and the last attribute are all standard attributes for all elements in the
system. All other element attributes are classified as custom attributes and are defined
either exclusively for specific classes or are added to all classes by the user. Because of
the nature of the custom attributes, they are not accessible from the element editor.
Therefore, the only manner these attributes can be specified is through the text view. The
sole exception to this is the case of OriginatingRequirements whose paragraph name and
number can be specified when the element is created through the requirement extractor.

Three attributes ("Author", "Created on", and "Last modified") are non-editable
attributes. Both the "Author" and "Created on" attributes are automatically determined at
the time the element is created. In order to maintain complete design documentation this
information must be maintained. The "Last modified" attribute is automatically set
whenever a relationship or attribute is changed and assists in tracing modifications to the
database.

Though the attribute panes in the text view are more extensive than those in the
element editor, the list panes at the bottom of the text view are identical to those of the
element editor. As in the case of the element editor, the user can select a relationship by
clicking on the relationship name in the list pane. After a relationship is selected, the
target classes for the selected relationship are shown in the target class pane. If there is
only one target class for the selected relationship, it is automatically selected. Once a
target class is selected, all targets in that class are displayed in the target pane.
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4.4 Hierarchy Diagram
Though the element editor and text view both allow the user to modify the

database, the hierarchy diagram can only be used to graphically display (but not
manipulate) relationships between elements in the database. Each diagram is defined by
two primary parameters: a top-level element and a set of relationships. All descendants
of the top-level element, as determined by the set of relationships, are determined and
displayed in a hierarchical format as shown in Figure 4.5.

The hierarchy diagram consists of two elements: icons and arcs. Each element on
the chart is represented by an icon (also called a node). As illustrated in Figure 4.5, the
icon contains the name, number, and class of the element (though the user can toggle the
display of the element class off if desired). Furthermore, if the icon appears in multiple
places on the diagram, a small black square is drawn in the upper-right hand corner of the
icon as shown in Figure 4.5. The arcs represents relationships between objects and
targets. If the set of relationships for a hierarchy contains more than one relationship,
each arc on the diagram is labeled to indicate which relationship links the two elements as
shown in Figure 4.5. However, when only a single relationship is used to define a
diagram (as in the case of a Function Hierarchy), relationship labels are not displayed in
order to keep the clutter on the diagram to a minimum.

Hierarchy diagrams play a critical role in traceability management. By defining
the appropriate set of relationships, all elements which trace to a specific element can be
determined and displayed in an clear, graphic format. For example, if after six months of
system development, a change order revising an original requirement is received, the
engineer can quickly determine all affected elements. Therefore, the hierarchy diagram is
a critical piece of the RATM system.

4.5 Requirement Extractor
Unlike the element editor, text view, and hierarchy diagram which can be used to

display the contents of the system database, the requirement extractor can only be used to
add information to the system database. If the user has a document (in electronic format)
containing the originating requirements for the system under consideration, the
requirement extractor can be used to accelerate the process of entering the requirements
into the system.

The requirement extractor window consists of ten panes and numerous buttons as
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shown in Figure 4.6. First, the text pane in the upper-left hand portion of the window is
the document pane. The five text panes directly below the document pane are the
attribute panes. Below the attribute panes are the two list panes that display the targets
for the relationships that can be specified in this window. Along the right side of the
window are the window are two list panes which display all elements in the
OriginatingRequirement and Source classes.

When the user opens the requirement extractor on a specified file, the contents of
the file are displayed in the document pane. Because this is a text pane, the user can
highlight text or perform any other standard editing function. Most often, the user will
simply want to extract segments of text from the document and enter it into the database.
Therefore, transfer buttons have been implemented to facilitate this process. To move
text from the document into the definition of a requirement being created, the user can
simply highlight the desired text in the document window and press the button
corresponding the desired attribute. For example, the highlighted text in the document
pane in Figure 4.6 can be transferred to the paragraph name pane by pressing the button
labeled "Paragraph Name".

In addition to being able to specify the values of attributes when the requirement
is being created, the user can add targets to two relationships. The source which
documents the requirement can be specified in the documenting sources pane. The
requirements which incorporate the requirement being created can be specified in the
parent requirements pane. The list panes along the right side of the window are selection
panes which allow the user to add targets to these two relationships.

4.6 Schema Extender

While the element editor, text view, hierarchy diagram, and requirement extractor
are interfaces between the user and the contents of the system database, the schema
extender allows the user to modify and extend the ERA language that defines the
structure of the system database. The schema extender consists of four list panes as
shown in Figure 4.7. In the first list pane, the classes (e.g., Component, Function) are
displayed. When the user selects the desired class, the relationships and attributes for the
class are displayed. The relationship pane lists all possible relationships for the selected
class, and the attribute pane lists all attributes (both those that are inherited and those
defined for the selected class). When the user selects a relationship, all possible target
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classes are listed in the target classes pane. In Figure 4.7, the relationship "traced from"
is selected, and the possible target classes (Decision and OriginatingRequirement) are
displayed.

As shown in Figure 4.7, the first class in the class list pane is the superclass
Object. This class is an abstract class. Unlike the other classes in the system, no
elements of type Object can be defined. The sole purpose for this class is to define the
structure of the other classes which inherit the characteristics of the superclass.
Therefore, the attributes of class Object are automatically inherited by all other classes.
However, though classes inherit attributes, they do not inherit relationships. Therefore,
relationships cannot be defined for the superclass.

In order to maintain a meaningful database structure, the schema extender
performs a basic set of checks to determine if the schema is consistent. A relationship is
consistent if it has at least one target class. A class is consist if it has at least one
relationship and if all relationships defined for the class are consistent. Obviously, if a
relationship has no target classes, the relationship is not fully defined, and therefore the
relationship is inconsistent. If a class has no relationships, the elements in that class
cannot be related to any elements in the system. Because the existence of free-floating
elements in a system defeats the purpose of complete system traceability, classes without
relationships are defined to be inconsistent.
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V. DISCUSSION

The Requirements Analyzer and Traceability Manager system provides extensive
support for the system definition process. In particular, the system database provides
complete documentation and traceability for engineering design. However, there are
numerous extensions required to make this a complete system engineering tool. Because
the tool has been designed in a modular format and complies with the object-oriented
paradigm, additional capabilities can easily be added.

First, though this tool is tailored to requirements analysis, it does not include an
automatic requirements parser. Though such parsers, used to automatically extract
requirements from a document, are not perfect, they do allow the system engineer to
simply guide the process instead of manually extracting all requirements. Therefore, this
is an important an often requested capability for a requirements tool.

Second, there is no facility to define and explicitly support functional
decomposition and analysis. In particular, there are no diagrams to help define the
required flows. A minimum solution to this problem would be to add the standard
Function Flow Block Diagram (FFBD) for functional decomposition and the N2 diagram
for data flow as put forth in the Systems Engineering Management Guide [10]. However,
an integrated diagram which combines both data flow and functional flow should also be
added in order to improve the system definition process.

Third, there are a number of other system engineering views that can play an
integral role in the system engineering process. In particular, many engineers require the
IDEFO and Data Flow Diagrams (DFD) either for their own use or for purposes of
reporting their results. Although the information on these diagrams is displayed in other
views, the IDEF(Q and DFD views should be implemented to support the engineers that
use these views.

Fourth, a set of templates to generate standard reports and a custom report
generator should be added. One of the major items on the engineer's desk top is the set of
reports that document the system design. In particular, engineers need a number of
standard reports such as the Data Item Dictionary, the DoD Standard 2167A, and Mil
Standard 490 system and prime item level specification. Furthermore, custom reports are
often required to document a specific piece of design information. Though the reports
could be generated by developing a bridge to major publishing tools, an integrated report
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generator would be preferred so that it would not be necessary to freeze system
development in order to produce the reports.

Finally, though provisions are made for statically checking the database for
completeness, the ability to perform dynamic verification is totally absent. Any complete
system engineering tool requires executable models so that the design can be both
statically and dynamically verified. This capability, combined with the facility to define
system flows, is the most important addition required for a complete system engineering
tool.

Though all of the aforementioned capabilities are important for a complete system
engineering tool, many are beyond the scope of the RATM system. In fact, it is not clear
if it would be a good idea to combine all of these ideas into a single tool. Not all
engineers will need all tools, and an engineering tool combining the complete set of
capabilities would be too large, complex, and expensive. However, the ideal solution
would be to develop all of these capabilities in a series of tools that could be integrated in
order to provide each engineer with the tools that he or she needs.
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VI. CONCLUSIONS

The importance of the system engineering process has grown as systems have
become more complex and more systems require imbedded computer subsystems
(primarily for the purpose of control). In order to design and develop effective and
efficient systems within the constraints of today's problems, much more attention must
paid to the system definition process. It is during system definition that most of the
decisions determining the configuration of the system are made. Hence, good system
definition is the cornerstone upon which solid and cost-effective systems are built.

The Requirements Analyzer and Traceability Management (RATM) system
defined and developed during this project assists the engineer during system definition by
capturing design information and maintaining complete design traceability. An object-
oriented approach has been selected, because it is efficient, compact, and yields increased
reliability. The tool is coded in Smalltalk, an excellent prototyping language which
supports the object-oriented approach and is available on small computer platforms.
Peter Chen's Entity-Relationship-Attribute database structure is implemented to fully
describe the system being defined. However, database structure alone is meaningless.
Therefore, a set of "user-friendly" interfaces consisting of a combination of text and
graphics views that are optimized to fulfill the system engineer's needs are included. In
particular, industry standards such as the hierarchy diagram and the text view as well as
the system engineering editor are included. Furthermore, a requirement extractor is
implemented in order to facilitate the specification of originating requirements. Because
projects often have specific needs and there may be unanticipated needs for stating
requirements, the basic database structure itself is extensible via a schema extender.
Finally, the tool is expandable and extendable in order to serve as the basis of a tool to
more completely satisfy the needs of system engineers. Though this tool has been
implemented, the code is not released, because it is proprietary information. The
completed tool is expected to be released as a commercial product to support the system
definition process.

Though this tool is not yet a complete engineering tool, it does provide
considerable assistance to the engineer during the definition process. By automating
many of the routine tasks, this tool eliminates many of the errors which result from
inconsistencies that naturally occur when trying to manually maintain multiple models of
a single system. Furthermore, the tool's implementation is designed so that the tool will
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fit on "everyday" computers that engineers use (the IBM PC and Apple Macintosh).
Therefore, the tool will be widely accessible. Though the tool developed will serve as the
basis of a complete system definition tool, the Requirements Analyzer and Traceability
Management tool provides much needed assistance to system engineers by supporting the
system definition process, thereby filling the need for a "user-friendly" support tool that is
accessible to most system engineers.
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VII. SUMMARY

The Requirements Analyzer and Traceability Manager (RATM) designed,
developed, and implemented is a prototype computer-aided system engineering tool to
support the system definition process with an emphasis on requirements analysis and
traceability management. RATM is implemented using an object-oriented approach and
is prototyped in Smalltalk. From system model requirements, Peter Chen's Entity-
Relationship-Attribute database structure representing elements (entities), pertinent
information about the elements (attributes), and their interactions (relationships) is
selected to maintain a complete, consistent system definition. The tool, designed for
engineers, has "user-friendly" interfaces to allow efficient manipulation and
representation of the data in the system definition. These interfaces include a system
engineering editor (the primary interface for browsing and modifying the database), two
primary engineering views (the text view and hierarchy view) to provide diagrams
currently used by system engineers, a requirement extractor to aid the engineer in
requirement specification, and a schema extender to allow the user to tailor the database
structure to respond to specific project needs. RATM is an expandable, extendable
prototype to permit future upgrades to support additional engineering views, standard
reports required by engineers, and dynamic verification of models. At a time when
system definition has become increasingly important in designing efficient, error-free,
cost-effective systems, this computer-aided system engineering tool provides an
accessible source of automated assistance to support the engineer.
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APPENDIX A: RATM FEATURE SUMMARY

The Requirements Analyzer and Traceability Manager (RATM) system consists
of five integrated modules (element editor, text view, hierarchy diagram, requirement
extractor, and schema extender) that have been built upon a common interface. This
interface is based upon the standard Macintosh window environment and follows all
Macintosh standards in order to minimize the learning curve for the interface.

Because the standard interface has been tailored to maximize the efficiency of the
RATM environment and because many users may be unfamiliar with the Macintosh
interface, the RATM environment will be discussed. Then, each of the five primary
modules of the system will be discussed. All features, commands, and shortcuts for each

module will be briefly outlined.

1. The RATM Environment
Though the RATM system consists of several different modules, the integrated

tool shares a common environment. This environment is comprised of a standard, "user-
friendly" Apple Macintosh interface. Because the interface is built around windows and
menus and is mouse driven, very little time and effort is required for the engineer to learn
to use the system effectively. Furthermore, any mistakes made by the user are met by
clear, non-destructive error messages, so that the user understands the problem but is not
harmed by the mistake. Thus, the RATM system is built on an extremely convenient,
informative, safe user interface.

Because many users may not be familiar with the basic operations of windows
and menus, the standard Macintosh interface of windows and menus will be discussed
along with any modifications made for the RATM system. Then, because the modules of
RATM share several menus, these common menus and their commands will be
discussed. Finally, the user preferences window which allows the user to establish

defaults for the entire system is discussed.

1.1 RATM Environment Basics
The basic RATM environment is built around the standard Macintosh

environment interface of windows and menus. Though the windows and menus conform
to all Macintosh standards, a brief description of both has been included for the benefit of
those users who are unfamiliar with the Macintosh user interface. Furthermore, because
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the standard Macintosh cursor appearance has been enhanced to communicate
information about the system status, a summary of the RATM cursor behavior has also
been included.

1.1.1 Windows

In the RATM environment, windows are used to display system information in a
variety of formats. Though each window may contain slight variations such as multiple
panes versus a single pane, all windows are built upon the same basic model. Figure A.1
shows a standard RATM window and all of its components. Though many windows
have all of the components shown in Figure A.1, several custom windows have been
designed in such a way that some of the standard window components would be
meaningless. For instance, the user preferences window has a fixed size, because the
contents of the window are fixed (and not having to resize the window saves the user
time). Therefore, the scroll bars and grow box have been removed from the user
preferences window, because they would not add any functionality. The standard
components and their functions conform to Macintosh standards.

* Close Box

When the user clicks in the close box of the active window, the window
closes and disappears. If the window contains a text pane which has been
modified but not saved, the user will be prompted whether or not to save
the changes before the window is closed.

» Zoom Box

When the user clicks in the zoom box, the active window expands to fill
the entire screen. The user can return the window to its original size and
position by clicking in the zoom box again.

« Scroll Box

The user can scroll either horizontally or vertically by clicking on the
appropriate scroll arrow. The position of the scroll box indicates
approximate location in the window's contents (i.e., in Figure A.1, the text
displayed in the window is approximately one-third of the way down in
the window's contents). Many windows or panes that are scrollable do not
have scroll bars (e.g., the relationship pane in the element editor). To
scroll in these windows, the user should hold down the option key and
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click and hold in the window until the scroll cursor appears.

* Grow Box
By clicking and dragging in the grow box (holding down the mouse
button), the user can resize the window. Once the window is the desired
size, the user should release the mouse button. The user can return the
window to its minimum size by pressing the option key and clicking in the
grow box.

The only limiting factor on the number of windows that the user can have open at
a time is the amount of memory in the user's computer. Because multiple windows can
be open at the same time, certain conventions are required to indicate which window is
currently active. Therefore, the active window is displayed in front of all other windows
on the screen (i.e., it is on top of the stack). Furthermore, the title bar of the active
window has parallel black stripes as shown in Figure A.1. All other windows have white
title bars. To activate a window, the user should place the cursor inside the window and
click the mouse button. The window will be brought to the top of the stack and become
active.

The RATM environment contains two different window types, standard and
modal. If a standard window is active, the user can switch between this window and any
other window. These windows have title bars with parallel black stripes as shown in
Figure A.1. However, some windows have solid black title bars. These windows, along
with dialog boxes that prompt the user to enter specific information, are modal windows.
Because of the circumstances under which a modal window or dialog is opened, the
action prompted for by that window must be completed and the window closed before the
user can activate another window. Therefore, while a modal window is active, clicking
anywhere beyond the limits of the window results in the workstation bell being sounded
to indicate that the current window must be closed before another window can be
selected.

1.1.2 Menus

While the RATM system uses windows to display information, menus are used to
allow the user to issue a command. Some menus contain choices that are always valid
(e.g., the File Menu), and other menus are applicable to a single window only (e.g., the
Editor Menu). The titles of all menus associated with the active window are displayed in
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the menu bar at the top of the screen as shown in Figure A.2. All menus are standard
Macintosh pull-down menus and are normally dormant (unseen). As illustrated in Figure
A.2, amenu becomes visible when its title is clicked on.

All menus in the RATM environment conform to the standard Macintosh

conventions which are as follows:

» Show a menu's contents by clicking on its title in the menu bar.

* Select a command in a menu by clicking on the menu title and holding down
the mouse button and moving the cursor to the desired command. When the
desired command is highlighted, release the mouse button.

» Invalid menu selections are shown in a light gray as shown in Figure A.2.
These are commands that currently cannot be carried out because certain
conditions are not met (i.e., adding a target when no relationship to add a
target to has been selected).

» Keyboard select a command by pressing the command key and the keyboard
equivalent for the given command (if the command has a keyboard
equivalent). In the case of the Create Element command shown in Figure
A.2, the command can be selected by pressing the "E" key while holding
down the command key (as notation, this is shown as Command + E).

* Close a menu by moving the mouse outside of the boundaries of the menu and
releasing the mouse while no command is highlighted.

1.1.3 Cursor

RATM uses nine different cursor shapes to communicate the system status to the
user. For example, the eye cursor indicates that the a file is being read from disk, and the
pencil indicates that a file is being written to disk. The complete list of cursors displayed
by the RATM system and the meanings of the cursors are shown in Figure A.3.

1.2 System Menus

The many integrated modules of the RATM software share several menus. These
menus contain system commands that are either always valid (e.g., Save Image in the
File Menu) or commands that apply to most windows (e.g., Send to Back in the Window
Menu). The following menus are shared by most system modules: File, Edit, Window,
and Utilities.
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Views Utilities Window
Create Element 3$8E

Rename Element Keyboard Equivalent
Delete Element

~J
Hedd Targel ST \ ) )
/ Aename Targed Valid Menu Selection
Invalid Menu Selection

Hemouoe Targed

& File Edit Database

Menu Bar
Menu Title

Figure A.2 Menu Bar and Editor Menu
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Icon Name Description
M | Corner Displayed when framing rectangular areas
@ Execute | Displayed when execution is taking place
/D Finger Displayed when selecting an area on a diagram
W Hand Displayed when dragging a diagram to change the display area
[ 3 Normal Standard cursor
I Origin Displayed when framing rectangular areas
<} Read Displayed when reading from a file
& Scroll Displayed when scrolling a pane in one of the four directions
® Write Displayed when writing to a file

Figure A.3 Cursor Summary

40




1.2.1 File Menu

The File Menu contains commands that allow the user to interact with the
Macintosh operating system to manipulate files. This menu includes all standard file
commands for Macintosh applications as well as special commands for the RATM
application. The commands in the File Menu are: New, Open, Save, Save as, Page
Setup, Print, Save Image, Save Image as, and Quit.

1.2.1.1 New (Command + N)

The command New allows the user to open a new, blank text file that can be
saved to disk. The window (titled "Workspace") is intended as a scratchpad which can
be saved and used with other applications.

1.2.1.2 Open (Command + Q)

The command Open allows the user to open a text file. The user is prompted to
select a file from the standard Macintosh dialog for opening a file. Once open, the file

can be edited and copied to or from.

1.2.1.3 Save (Command + S)

The command Save performs one of two different functions depending upon the
type of the active window. If the active window is a file editor (opened via the Open or
New command), the Save command saves the contents of the active window to the disk.
If the active window consists of multiple panes (e.g., the element editor, text views,
requirement extractors), this command forces the active text pane to accept any modified
text that has been entered into the pane.

1.2.1.4 Save as

The command Save as allows the user to save the contents of the currently active
window to a file name specified by the user via a standard Macintosh file dialog.

1.2.1.5 Page Setup

The command Page Setup allows the user to set the various printer options via
the standard Macintosh dialog box. These print options include paper size, enlargement
or reduction, and page orientation (landscape or portrait).
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1.2.1.6 Print (Command + P)

The command Print allows the user to print the contents of the active window to
the printer, if the active window is a text editor (e.g., notebook, file editor). The user can
specify the number of copies and print options via the standard Macintosh print dialog.

1.2.1.7 Save Image

The command Save Image allows the user to save the image file which contains

both the tool and the data in a binary format under its current name.

1.2.1.8 Save Image as

The command Save Image as allows the user to save the image file under a new
name specified by the user via a standard Macintosh file dialog.

1.2.1.9 Quit (Command + Q)

The command Quit allows the user to exit the tool. Before exiting the tool, the
user is given a chance to save the image file or return to the tool without exiting.

1.2.2 Edit Menu

The Edit Menu contains the standard Macintosh commands used to manipulate
text. Therefore, this menu is displayed for all windows in which text can be modified
(i.e., all panes in the RATM system with the exception of the hierarchy diagram
window). The commands in the Edit Menu are: Undo, Cut, Copy, Paste, Clear, Select
All, Find, Replace, and Search Again.

1.2.2.1 Undo (Command + Z)

The command Undo allows the user to undo the last edit operation performed in
the active window. Actions which can be undone include insertions, deletions, cuts, and

pastes.

1.2.2.2 Cut (Command + X)

The command Cut deletes the selected text from the active text pane. The
deleted text is placed on the clipboard. The text can then be pasted into a text pane via
the Paste command.
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1.2.2.3 Copy (Command + C)

The command Copy copies the selected text from the active text pane to the
clipboard. The text can then be pasted into a text pane via the Paste command.

1.2.2.4 Paste (Command + V)

The command Paste inserts the text from the clipboard into the active text pane at
the insertion point. If text is selected when this command is invoked, the selected text is
replaced by the text from the clipboard.

1.2.2.5 Clear

The command Clear deletes the selected text in the active text pane. Unlike the
Cut command, the text is not placed on the clipboard and is therefore lost.

1.2.2.6 Select All (Command + A)

The command Select All selects all text in the active text pane. The selected text
can then be cut, copied, or deleted.

1.2.2.7 Find (Command + F)

The command Find allows the user to search the active text pane for a text string.
The user is presented with a dialog which allows the user to specify the text string and the
direction of the search (forward or backward).

1.2.2.8 Replace (Command + R)

The command Replace allows the user to replace all occurrences of a specified
text string with a new text string. The user specifies the old string, the new string, and the
conditions under which the old string should be replaced by the new string.

1.2.2.9 Search Again (Command + G)

The command Search Again allows the user to perform the last search operation
in the direction previously specified in the active text pane.

1.2.3 Utilities Menu
The Utilities Menu contains commands that allow the user to access the many
system utilities built into the RATM software. These commands include: Open
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Requirement Extractor, Open Schema Extender, Open Notepad, and User

Preferences.

1.2.3.1 Open Requirement Extractor

The command Open Requirement Extractor allows the user to open a
requirement extraction window. The user is prompted to select the desired document
from a standard Macintosh file dialog of all text files. A requirement extractor is then
opened on the specified document. Because the requirement extractor is a tool to used to
enter data into the system database, this command is not on the Utilities Menu when the
database structure is being modified via the schema extender.

1.2.3.2 Open Schema Extender

The command Open Schema Extender allows the user to change to the schema
extension facility to modify the current schema. In order to manipulate the schema, the
database must be empty. Therefore, if there are any elements in the database, the user is
warned that opening the extender will erase all data. If the user wishes to proceed, all
windows are closed, and the schema extender is opened. Obviously, this command is not
on the Utilities Menu when the schema extender is open.

1.2.3.3 Open Notepad

The command Open Notepad allows the user to open the system notepad to use
as a scratch pad for temporary notes. If the notepad is already open, its window is
brought to the front of the display instead of another window being opened.

~

1.2.3.4 User Preferences

The command User Preferences opens a modal user preferences window to allow
the user to set the basic options for the system database and views.

1.2.4 Window Menu

The Window Menu contains commands that allow the user to change the active
window's size, fonts, and location. These commands include: Send to Back, Collapse,
Zoom, Change Text Font, Change List Font., Redraw Window, and Stack Windows.
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1.2.4.1 Send to Back

If more than one window is currently open, the command Send to Back allows
the user to send the active window to the back of the stack of RATM windows.

1.2.4.2 Collapse

The command Collapse allows the user to show only the title bar of the active
window (thereby reducing the amount of screen clutter without closing a window). The
title bar can then be moved and positioned as desired. To reopen the window to its
previous size, the user can click in the zoom box. Option-clicking in the zoom box is a
shortcut for the collapse method.

1.2.4.3 Zoom

The command Zoom allows the user to toggle size of the active window between
its present size and the size of the entire screen. This can also be accomplished by
clicking in the zoom box of the window.

1.2.4.4 Change Text Font

The command Change Text Font allows the user to set the font and font size for
text panes in the active window and all future windows through a dialog box with two
pop-up menus. Pre-existing windows that are not active are not affected.

1245

The command Change List Font allows the user to set the font and font size for
list panes in the active window and all future windows through a dialog box with two
pop-up menus. Pre-existing windows that are not active are not affected.

1.2.4.6 Redraw Screen

The command Redraw Screen causes the system to redraw all open windows. A
shortcut for this command is pressing Command +\.

1.2.4.7 Stack Windows

The command Stack Windows results in the system rearranging all open

windows into a neat, staggered stack for easy access to all windows.
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1.3 User Preferences

The user preferences window is a modal interface that allows the user to change
the basic settings for the entire system. The window consists of multiple fields and
buttons as shown in Figure A.4. Those system parameters which can be manipulated
through the user preferences window can be broken into two basic categories: general
options and diagram display options.

1.3.1 General Options

The general options set through the user preferences window are the system
author shown at the top of the window and the parameters controlled by the buttons at the
bottom of the window. The author for all future elements is show in the author field. In
the case illustrated by Figure A.4, any future element created will have the value "System
User" as its author. Changing the author field does not affect elements that have already
been created.

Though the author parameter can assume any value, most system parameters can
assume only one of two values. Therefore, these parameters are set by toggling one of
two buttons on. The buttons are as follows:

» Auto Accept

If the auto accept feature is turned on, text entered in text panes on the
element editor and text views will be saved automatically. If the feature is
off, changes made to those panes must be saved via the Save command.

» Sort Preference

The sort preference parameter determines the default method to be used to
sort all element lists. If the button labeled "123" is pressed, element lists
will be sorted by the element number. If the button labeled "abc" is
pressed, element lists will be sorted alphabetically.

*  Monitor Size

The monitor size parameter helps determine the default size and placement
of many windows (e.g., Add Target Selection window). If a standard
twelve inch monitor is being used, the parameter should be set to small.
However, if a nineteen inch monitor is being used, the parameter should
be set to large to obtain the best window placement.

* Mode

The mode parameter allows the user to switch between standard and demo
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Figure A.4 User Preferences Window
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modes. The only time that this button should be changed is if changes
must be made to the basic system code. To access and update the system
code, the user must set the mode to demo and close the user preferences
window. The user is then prompted to enter the system password. If the
password is correct, the tool is closed, and changes may be made to the
system code. Otherwise, the tool will remain in standard mode.

1.3.2 Diagram Display Options

The diagram display options set through the user preferences window affect any
diagrams opened after the parameters are changed and the window is closed. Any
diagrams already open will not be affected by changes to the diagram display options. To
change the options for a diagram currently open, the user must use the Display Options
command for the given diagram.

The parameters that can be changed through the user preferences window include
icon size, icon spacing, and the initial number of levels for each diagram. The user can
specify the height and width of the icon and the vertical and horizontal spacing between
the icons (all in pixels) by simply entering a number in the appropriate field and pressing
return. The initial number of levels to be displayed on the diagram can also be specified
so that the user can produce a diagram containing as little or as much detail as the user

desires.

2. Element Editor

The element editor, the primary interface for browsing and updating the system
database, consists of nine different panes divided into two basic groups as shown in
Figure A.5. The five upper panes are list panes showing elements, classes, and
relationships from which the user can select simply by clicking on the name in the list
that is desired. The lower four panes are labeled text panes displaying the name and three
attributes of the selected element.

In the first list pane, the classes (e.g., Component, Function) are displayed. When
the user selects the desired class, the elements within that class are shown in the elements
pane. In Figure A.S, the class OriginatingRequirement has been selected resulting in the
requirements in the database being displayed in the element pane. The relationship pane
lists all possible relationships for the selected class. When the user selects a relationship,
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all possible target classes are listed in the target classes pane. In Figure A.5, the
relationship "traces to" is selected, and the possible target classes (e.g.,
CompletionCriteria, Component, and Constraint) are displayed. Finally, when the user
selects a target class, the targets of that relationship in the selected target class are
displayed. In the case shown in Figure A.S, the relationship has two targets in class
Function , "Accept Order" and "Place Order".

In the class pane shown in Figure A.5, the class OriginatingRequirement is
preceded by a black circle (¢). This black circle indicates that the database includes
elements of type OriginatingRequirement. If a relationship is preceded by a black circle,
the selected element is linked to at least one target by the relationship. Furthermore, if a
target class is preceded by a dot, there is at least one target in the target class.

The selection of a specific element in the element pane causes the attributes
corresponding to that element to be displayed in the lower text panes. The first pane
displays the name of the selected element. The remaining three panes display attributes
of the selected element. The attributes displayed in Figure A.5 are "Number", "Last
modified", and "Description”. To change the attribute displayed in a specific pane, the
user can click on the label for the pane. A menu containing the five standard attributes
for every element ("Abbreviation", "Author", "Created on", "Last modified", and
"Number") will pop-up, and the user can select the desired attribute. Only standard
attributes can be displayed and edited on the element editor.

Not only do the lower four pane display the element name and attributes, but they
are also fully operational text-editing windows. Text can be added, deleted, cut, pasted,
and copied through a standard Apple Macintosh interface. However, the author, created
on, and last modified attributes are non-editable attributes. This means that the user
cannot explicitly enter values for these values. The value of the "Author” attribute is read
from the user preferences at the time that the element is created. When the element is
created, the "Created on" attribute is also specified. Neither of these two attributes can be
changed. On the other hand, the "Last modified" attribute is automatically updated
whenever a change is made to the element definition (either an attribute value is changed
or a target is added or removed).

Though the attributes of the selected element can be modified through the text
panes on the element editor, the only method to manipulate elements and relationships is
though the menus. The Database Menu and Editor Menu allow the user to manipulate the
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database. The Views Menu allows the user to open alternate views on the selected

element.

2.1 Database Menu

The Database Menu contains all commands that deal with the entire database.
These commands include: Import Database, Export Database, Erase Database, Print
Database Report, and Run Consistency Check.

2.1.1 Import Database

The command Import Database allows the user to load a database file from disk
into memory. The user is presented with a standard Macintosh dialog to select a text file
to open. This command deletes any elements currently in the system. Therefore, the user
is warned of this consequence before continuing.

2.1.2 Export Database

The command Export Database allows the user to write all element definitions in
the database to a text file on disk. By exporting the database, the user can create a
relatively small, stable backup to the database stored in the image file. Because the
export includes only the element definitions, it requires only a fraction of the disk space
of an image file which includes both the data and system code. Furthermore, since the
export is a text file instead of a binary file, it is much less likely to become corrupted
(since displacing a single bit in a text file will result only in a single character being
changed whereas displacing a single bit in a binary file can corrupt all data in the file).

2.1.3 Erase Database

The command Erase Database causes the image to erase all elements in the
database. Because of the potential loss of data, the user is asked to confirm the choice to

erase all entities before any action is taken.

2.1.4 Print Database Report

The command Print Database Report allows the user to create a structured text
report file on disk containing the definitions of all attributes and relationships for the
elements in the database. The report can be opened via the Open command in the file
menu and printed in order to obtain a hard copy. Furthermore, because the report is
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stored in a formatted text file, it can be read (and modified) by any word processor in

order to be included in other reports.

2.1.5 Run Consistency Check

The command Run Consistency Check has not yet been implemented. When
implemented, this command will allow the user to perform a predefined set of checks to
determine if the elements currently in the database are incomplete.

2.2 Editor Menu

The Editor Menu contains the commands that allow the user to update the system
database. These commands include: Create Element, Rename Element, Delete
Element, Add Target, Rename Target, and Remove Target.

2.2.1 Create Element (Command + E)

The command Create Element allows the user to define a new entity in the
selected class. The user is prompted to enter a name for the new element, and if the name
does not conflict with the name of an element currently in the selected class, the new

element is created with nil values for all attributes and relationships.

2.2.2 Rename Element
The command Rename Element allows the user to change the name of the

selected element. The user is prompted to enter the new name for the element. If the
name entered is not the same as a name of an element in the selected class, all instances
of the element in the database are renamed. An element can also be renamed by entering

a new name in the name field on the element editor.

2.2.3 Delete Element
The command Delete Element allows the user to remove all instances of the

selected element from the database. Because all instances of the element will be
removed, the user must confirm this choice before the element is deleted.

2.2.4 Add Target (Command + T)

The command Add Target allows the user to add multiple targets in the selected
target class to the selected relationship and automatically creates the complementary
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relationships linking the targets and the selected element. A modal selection window
consisting of a list of all elements in the target class and a set of five buttons (Add,
Create, Remove, Done, and Cancel) as shown in Figure A.6 is opened.

When the selection window opens, all current targets of the selected relationship
are preceded by a white circle (°). As elements are added to the target class list, their
names are preceded by a black circle (¢). An element can be added to the target list either
by selecting the desired target and clicking on the Add button or by double-clicking on
the desired element. If the user wishes to add an element that does not yet exist, the user
can create a new element by clicking the Create button. If an element is inadvertently
added to the target list, it can be removed by selecting the target and clicking Remove.
However, pre-existing targets cannot be removed in this manner. They must be removed
via the command Remove Target.

Once all desired element have been added to the target list, they can be added to
the relationship by clicking the Done button. Note that no changes are made to the-
relationship until the Done button is pressed. Therefore, if the user wishes to close the
window without changing the targets of the selected relationship, the user should click on
the Cancel button.

2.2.5 Rename Target
The command Rename Target allows the user to change the name of the selected

target. This command is identical to the command Rename Element with the exception
that the name of the selected target is changed instead of that of the selected element.

2.2.6 Remove Target

The command Remove Target allows the user remove a target from the selected
relationship. The selected target is removed from the relationship, and the
complementary relationship linking the selected element and the selected target class is

removed.

2.3 Views Menu

The Views Menu and its sub-menu contain commands that allow the user to open
one of the predefined views (either graphic or text) of the selected element. These
commands include: Text View, Hierarchy, Function, Physical, Traceability, and

Custom.
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Figure A.6 Add Target Selection Window
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This menu is also available from a text view. However, when the active window
is a text view instead of the element editor, the commands open the specified view of the

selected target instead of the selected element (which does not exist for a text view).

2.3.1 Text View
The command Text View opens a text view on the selected element that displays

all attributes and relationships of the element. If a text view is already open for the
selected element, that window is brought to the front of the screen instead of a new
window being opened in order to avoid cluttering the screen unnecessarily.

2.3.2 Hierarchy
The menu selection Hierarchy opens a sub-menu of hierarchy views that may be

opened on the selected element. Whichever hierarchy type is selected, a chart is opened
with the selected element and all of its descendants as defined by the relationships
defined by the hierarchy type. However, if a hierarchy diagram of the specified type is
already open for the selected element, the window containing the chart is brought to the
front of the screen instead of a new window being opened.

2.3.2.1 Function

The command Function opens a function hierarchy on the selected element which
must be in class Function for the menu selection to be valid. The relationship used to
define this hierarchy is "decomposed by". Because the function hierarchy is built on a
single relationship, the links between elements on the hierarchy diagram are not labeled
with the relationship name. Furthermore, because the relationship "decomposed by" only
has one target (class Function), the default setting is to not display the element classes on

the diagram.

2.3.2.2 Physical

The command Physical opens a physical hierarchy on the selected element which
must be in class Component, ExternalSystem, or System for the menu selection to be
valid. The relationship used to define this hierarchy is "built from". Because the physical
hierarchy is built on a single relationship, the links between elements on the hierarchy

diagram are not labeled with the relationship name. Furthermore, because the
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relationship "built from" only has one target (class Component), the default setting is to

not display the element classes on the diagram.

2.3.2.3 Traceability

The command Traceability opens a traceability hierarchy on the selected element
which must be in class Component, Criticallssue, Decision, ExternalSystem, Function,
OriginatingRequirement, Source, or System for the menu selection to be valid. The
relationships used to define this hierarchy are "allocated to", "built from", "decomposed
by", "documents”, "generates", "incorporates”, and "traces to". Because the traceability
hierarchy is built on multiple relationships, the links between elements on the hierarchy
diagram are labeled with the relationship name. Furthermore, because elements of
different classes may be displayed, the default setting is to display the element classes on

the diagram.

2.3.2.4 Custom

The command Custom opens a user-defined hierarchy on the selected element.
The user is asked to select the relationships to define the hierarchy from a modal selection
list of all relationships in the schema as shown in Figure A.7. Because the custom
hierarchy may be built on multiple relationships, the links between elements on the
hierarchy diagram are labeled with the relationship name. Furthermore, because elements
of different classes may be displayed, the default setting is to display the element classes
on the diagram.

As relationships are added to the selection list, their names are preceded by a
black circle (¢). A relationship can be added to the target list either by selecting the
desired relationship and clicking on the Add button or by double-clicking on the desired
relationship. If a relationship is inadvertently added to the selection list, it can be
removed by selecting the relationship and clicking the Remove button.

Once all desired relationships have been added, the custom hierarchy can be
opened by clicking the Create button. If the user wishes to exit without opening a chart,
the Cancel button should be pressed.

3. Text View
All of the information on a particular element in the system database is displayed
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in the text view, a structured format illustrated in Figure A.8. The attributes are displayed
in the upper portion of the window in labeled text panes. The relationships, target
classes, and targets that complete the element definition are displayed in the lower portion
of the window as shown in Figure A.8.

The first labeled field on the text view is the element name. By editing the
contents of this pane, the user can rename the element. The remaining labeled text panes
(up to fourteen panes) display the attributes for the element. As shown in Figure A.8, the
attribute panes are displayed in the following order:

* Author (non-editable)

* Created on (non-editable)

¢ Number

» Abbreviation

» Custom attributes of the element in alphabetical order (up to 9)

« Last modified (non-editable)

The first four and the last attribute are all standard attributes for all elements in the
system. All other element attributes are classified as custom attributes and are defined
either exclusively for specific classes or are added to all classes by the system. Because
of the nature of the custom attributes, they are not accessible from the element editor.
Therefore, the only manner these attributes can be specified is through the text view. The
sole exception to this is the case of OriginatingRequirements whose paragraph name and
number can be specified when the element is created through the requirement extractor.

Three attributes ("Author"”, "Created on", and "Last modified") are non-editable
attributes. Both the "Author” and "Created on" attributes are automatically determined at
the time the element is created. In order to maintain complete design documentation this
information must be maintained. The "Last modified" attribute is automatically set
whenever a relationship or attribute is changed and assists in tracing modifications to the
database.

Though the attribute panes in the text view are more extensive than those in the
element editor, the list panes at the bottom of the text view are identical to those of the
element editor. As in the case of the element editor, the user can select a relationship by
clicking on the relationship name in the list pane. After a relationship is selected, the
target classes for the selected relationship are shown in the target class pane. If there is
only one target class for the selected relationship, it is automatically selected. Once a
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target class is selected, all targets in that class are displayed in the target pane. The user
can choose to sort the targets by name or element number by pressing the appropriate sort
button as shown in Figure A.8.

Commands for the text view are contained in two menus. The Text View Menu
contains commands to manipulate the relationships for the element. The Views Menu
(covered in the discussion of the element editor) allows the user to open views on the
selected target.

3.1 Text View Menu

The Text View Menu contains commands that allow the user to modify the ERA
database definition of the element on which the text view has been opened as well as a
command to output the text view to the printer. The set of commands for the Text View
Menu is: Add Target, Rename Target, Remove Target, and Hard Copy.

3.1.1 Add Target (Command + T)

The command Add Target allows the user to add targets to the selected
relationship. This command is identical the Add Target command in the element editor

(discussed on page 54).

3.1.2 Rename Target
The command Rename Target allows the user to change the name of the selected

target. This command is identical the Rename Target command in the element editor

(discussed on page 56).

3.1.3 Remove Target
The command Remove Target allows the user to remove the selected target from

the selected relationship. This command is identical the Remove Target command in the
element editor (discussed on page 56).

3.1.4 Hard Copy

The command Hard Copy allows the user to output the current text view to the
printer. A bitmapped version of the text view (identical to that of the text view as
displayed on the screen) is sent to the printer, and a hard copy of the view is produced.
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4. Hierarchy Diagram

The hierarchy diagram is a chart used to graphically display (but not modify)
which elements are related to each other and what relationships constitute these links.
Each diagram is defined by two primary parameters: a top-level element and a set of
relationships. In computing the diagram, RATM starts with the top-level element and
checks to see if any of the specified relationships have targets. If so, these targets are
children of the top-level element and are displayed on the second level of the diagram.
The children of the elements on the second level are then determined. This process
continues until the elements on the lowest level of the diagram have no targets in the
specified set of relationships. In Figure A.9, the top level element is "overall
requirement”. The targets of "overall requirement" are "eat in or carry out" and "place
orders" (both by the relationship "incorporates"). In turn, "eat in or carry out" has four
targets, and "place orders" has two targets. Though "Service Staff" is not a target of
"overall requirement", it is said to be a descendent of "overall requirement” just as a
grandchild is said to be a descendent of a grandparent.

The hierarchy diagram itself consists of two elements: icons and arcs. Each
element on the chart is represented by an icon (also called a node). The icon contains
both the name, number and class of the element (though the user can control whether or
not the class is displayed). Furthermore, if the icon appears in multiple places on the
diagram, a small black square is drawn in the upper-right hand corner of the icon as
shown in Figure A.9. The arcs represents relationships between objects and targets. If
the set of relationships for a hierarchy contains more than one relationship, each arc on
the diagram is labeled to indicate which relationship links the two elements as shown in
Figure A.9. However, when only a single relationship is used to define a diagram (as in
the case of a Function Hierarchy), relationship labels are not displayed in order to keep
the clutter on the diagram to a minimum.

In order to manipulate the appearance of the hierarchy diagram, the user must be
able to select a given icon. This can be accomplished simply by clicking within the
bounds of the desired icon. Furthermore, if the user wishes to select multiple icons at the
same time, the user can perform the standard Macintosh shift clicks by holding down the
shift key while clicking on the desired icons. The finger cursor can also be used to select
multiple icons by positioning the cursor so that it is not on any icon and then holding
down the mouse button and dragging the mouse until the desired icons are within the
selection box.
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The user can control the number of levels in the hierarchy diagram to reveal as
much or as little detail as is required. Therefore, an icon can be collapsed to hide its
descendants in which case the icons for the descendants are removed from the graph. An

-icon which has hidden descendants can be expanded to display its children. If the
element has children which are not currently being displayed, a black rectangle is placed
in the upper-left hand corer of the icon as shown in Figure A.9 to indicate that the icon
is expandable.

In generating the hierarchy chart, several conventions are followed to make the
diagrams as readable as possible. First, all children of an icon are sorted so that they
appear in a standard order. The sort criteria (in the order of importance) are as follows:

» alphabetical by relationship

« alphabetical by class

* numerical by element number (those elements with numbers come before

those elements without numbers)

» alphabetical by element name.

Second, in order to avoid recursive diagrams and diagrams that waste space by showing
the same information more than once, the children of an element are shown only the first
time the element is encountered. For instance, if in the process of searching for all
descendants of the top level element the program encounters the element "Example” in
class Function for the second time, the program will not check to see if "Example" has
any children. Therefore, the children will only be displayed once. Because the hierarchy
diagrams are computed from left to right, the leftmost occurrence of an icon will always
show any children, and all occurrences of the icon will be marked to indicate that the icon
appears elsewhere on the diagram as illustrated with the element "Service Staff" in Figure
AO9.

Because the hierarchy diagrams only allow the user to display information in the
system database instead of also modifying the database, only a single menu — the
Hierarchy Menu — is needed to contain the necessary commands.

4.1 Hierarchy Menu

The Hierarchy Menu contains commands that allow the user to manipulate the
appearance and content of the hierarchy view without modifying the database as well as a
command that allows the user to generate a printed copy of the diagram. The commands
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on the Hierarchy Menu include: Display Options, Expand, Collapse, Refresh Diagram,
Recompute Diagram, and Hard Copy.

4.1.1 Display Options

The command Display Options allows the user to change the diagram
preferences for the current diagram only. This command opens a modal window
consisting of multiple fields and buttons as shown in Figure A.10.

The user can specify the height and width of the icon and the vertical and
horizontal spacing between the icons (all in pixels) by simply entering a number in the
appropriate field and pressing return. The initial number of levels to be displayed on the
diagram can also be specified so that the user can produce a diagram containing as little
or as much detail as the user desires. Through the use of the buttons, the user can toggle
whether or not the diagram should be framed with a border and if the element class
should be displayed on each icon. As shown in Figure A.10, the user can also specify:
whether the hierarchy diagram should be centered horizontally or vertically when output
to a printer. When the diagram preferences window is closed, the diagram is recomputed

in accordance with the new preferences.

4.1.2 Expand (Command + E)

The command Expand allows the user to expand (show the descendants of) the
selected elements. The user is prompted for the maximum number of levels to by which
to expand the elements. After performing the expansions, the diagram is redisplayed.
Double-clicking on an expandable element is a shortcut for expanding the element by a
single level.

4.1.3 Collapse (Command + C)

The command Collapse allows the user to collapse (hide the descendants of) the
selected elements. The elements are collapsed, and the diagram is redisplayed. Double-

clicking on a collapsible element is a shortcut for this command.

4.1.4 Refresh Diagram
The command Refresh Diagram allows the user to redraw the window without

recomputing the diagram. By refreshing the diagram, the user can clean up any garbage
that is cluttering the diagram.
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4.1.5 Recompute Diagram

The command Recompute Diagram allows the user to recompute the diagram
and redraw the display. By recomputing the diagram, the user can update the diagram to
reflect any changes made to the database since the diagram was opened (such as an

element being renumbered or renamed).

4.1.6 Hard Copy

The command Hard Copy allows the user to produce a printed version of the
diagram currently displayed on the screen. If the diagram is too large for a single sheet of
paper, the diagram will be broken up into blocks printed on single sheets of paper which
can then be placed together to show the complete diagram. The diagram may be centered
horizontally or vertically and printed with or without a border depending upon the current

settings for the diagram display options.

5. Requirement Extractor

Unlike the element editor, text view, and hierarchy diagram which can be used to
browse the contents of the system database, the requirement extractor can only be used to
add information to the system database. If the user has a document (in electronic format)
containing the originating requirements for the system under consideration, the
requirement extractor can be used to accelerate the process of entering the requirements
into the system.

The requirement extractor window consists of ten panes and numerous buttons as
shown in Figure A.11. First, the text pane in the upper-left hand portion of the window is
the document pane. The five text panes directly below the document pane are the
attribute panes. Below the attribute panes are the two list panes that display the targets
for the relationships that can be specified in this window. Along the right side of the
window are two list panes which display all elements in the OriginatingRequirement and
Source classes.

When the user opens the requirement extractor on a specified file, the contents of
the file are displayed in the document pane. Because this is a text pane, the user can
highlight text or perform any other standard editing function. Most often, the user will
simply want to extract segments of text from the document and enter it into the database.
Therefore, transfer buttons have been implemented to facilitate this process. To move
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text from the document into the definition of a requirement being created, the user can
simply highlight the desired text in the document window and press the button
corresponding the desired attribute. For example, the highlighted text in the document
pane in Figure A.11 can be transferred to the paragraph title pane by pressing the
Paragraph Title button. Of course, the text can also be moved by using the standard
Macintosh Copy and Paste commands. However, this would require the user to enter
two commands every time text needed to be moved.

In addition to being able to specify the values of attributes when the requirement
is being created, the user can add targets to two relationships. The source which
documents the requirement can be specified in the documenting sources pane. The
requirements which incorporate the requirement being created can be specified in the
parent requirements pane. The list panes along the right side of the window are selection
panes which allow the user to add targets to these two relationships (see the Add Parent
and Add Source commands).

Once the user has set the values for the attributes and relationships desired, the
requirement can be created by simply pressing the button labeled Create Requirement.
Then, if desired, the two clear buttons can be used to clear all values before the next
requirement is defined. Though all necessary commands are accessible through the
requirement extractor window itself, the commands are also duplicated in the Extractor
Menu in case the user prefers to issue a command in this way.

5.1 Extractor Menu
The Extractor Menu contains commands to allow the user to define a requirement

and then enter that requirement into the system database. These commands include:
Create Requirement, Add Parent, Remove Parent, Add Source, Remove Source, and
Refresh Document.

5.1.1 Create Requirement

The command Create Requirement allows the user to define a new element of
type OriginatingRequirement with the attribute values specified in the attribute panes.
The requirements in the parent requirements list are added to the relationship
"incorporated by". The sources in the documenting sources list are added to the
relationship "documented by". A requirement can also be created by clicking on the
Create Requirement button in the requirement extractor window.
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5.1.2 Add Parent

The command Add Parent allows the user to add the selected requirement in the
requirement pane to the set of parent requirements. Double-clicking on a requirement in

the requirement pane is a shortcut for this command.

5.1.3 Remove Parent

The command Remove Parent allows the user to remove the selected
requirement in the parent requirements pane from the set of parent requirements. Double-
clicking on a requirement in the parent requirements pane is a shortcut for this command.

5.1.4 Add Source

The command Add Source allows the user to add the selected source in the
source pane to the set of documenting sources. Double-clicking on a source in the source
pane is a shortcut for this command.

5.1.5 Remove Source

The command Remove Source allows the user to remove the selected source in
the documenting sources pane from the set of documenting sources. Double-clicking on
a source in the documenting sources pane is a shortcut for this command.

5.1.6 Refresh Document
The command Refresh Document allows the user to return the document

displayed in the document pane to its original state as read from a disk file. Because the
document can often be inadvertently altered by the user during the process of extracting
requirements, the refresh command can be very useful.

6. Schema Extender

While the element editor, text view, hierarchy diagram, and requirement extractor
are interfaces between the user and the contents of the system database, the schema
extender allows the user to modify and extend the basic structure of the ERA database.
Because the extender allows the user to change the database structure, the database must
be empty when the extender is opened.

The schema extender consists of four list panes as shown in Figure A.12. In the
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first list pane, the classes (e.g., Component, Function) are displayed. When the user
selects the desired class, the relationships and attributes for the class are displayed. The
relationship pane lists all possible relationships for the selected class, and the attribute
pane lists all attributes (both those that are inherited and those defined for the selected
class). When the user selects a relationship, all possible target classes are listed in the
target classes pane. In Figure A.12, the relationship "traced from" is selected, and the
possible target classes (Decision and OriginatingRequirement) are displayed.

If a name in the class or the relationship pane is preceded by a black circle (¢), that
class or relationship is consistent. A relationship is consistent if it has at least one target
class. A class is consist if it has at least one relationship and if all relationships defined
for the class are consistent. Obviously, if a relationship has no target classes, the
relationship is not fully defined, and therefore the relationship is inconsistent. If a class
has no relationships, the elements in that class cannot be related to any elements in the
system. Because the existence of free-floating elements in a system defeats the purpose
of complete system traceability, classes without relationships are defined to be
inconsistent.

As shown in Figure A.12, the first class in the class list pane is the superclass
Object. This class is an abstract class. Unlike the other classes in the system, no
elements of type Object can be defined. The sole purpose for this class is to define the
structure of the other classes which inherit the characteristics of the superclass.
Therefore, the attributes of class Object are automatically inherited by all other classes.
However, though classes inherit attributes, they do not inherit relationships. Therefore,
relationships cannot be defined for the superclass.

Commands for the text view are contained in two menus. The Schema Menu
contains commands to work with the entire schema. The Extender Menu contains
commands to manipulate individual classes, attributes, relationships, and target classes.

6.1 Schema Menu

The Schema Menu contains all commands that deal with the entire schema as well
as the command to close the schema extender. These commands include: Import
Schema, Export Schema, Return to Baseline Schema, Print Schema Report, Run
Consistency Check, and Close Extender.
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6.1.1 Import Schema

The command Import Schema allows the user to load a schema file from disk
into memory. The user is presented with a standard Macintosh dialog to select a text file
to open. This command automatically deletes any schema extensions currently in the
system. Therefore, the user is warned of this consequence before continuing.

6.1.2 Export Schema

The command Export Schema allows the user to write the schema structure
currently in the system to a text file on disk. By exporting a schema, the user can create a
relatively small, stable backup to the schema stored in the image file. Because the export
includes only the schema extensions, it requires only a fraction of the disk space of an
image file. Furthermore, since the export is a text file instead of a binary file, it is much
less likely to become corrupted (since displacing a single bit in a text file will result only
in a single character being changed whereas displacing a single bit in a binary file can
corrupt all data in the file). Therefore, because the exported file is smaller and more
stable than the original image file, the exported file is superior for storing and sharing a

schema between multiple images.

6.1.3 Return to Baseline Schema

The command Return to Baseline Schema causes the image to erase all changes
to the schema currently in the system and restores the schema to its baseline
configuration. Because of the potential loss of schema data, the user is asked to confirm
the choice to erase changes to the schema before any action is taken.

6.1.4 Print Schema Report

The command Print Schema Report allows the user to create a structured
schema text report file on disk describing the current schema. The report can be opened
via the Open command in the file menu and printed in order to obtain a hard copy.
Furthermore, because the report is stored in a formatted text file, it can be read (and
modified) by any word processor in order to be included in other reports.

6.1.5 Run Consistenc

The command Run Consistency Check allows the user to perform a static check
to determine if any inconsistencies exist in the current schema. If any of the following
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conditions is met, the schema is classified as inconsistent and appropriate messages are
displayed in a consistency check window:

» A class has no relationships

* A relationship has no target classes.
If no inconsistencies are detected in the schema, a message is displayed in the consistency
check window stating that the schema is consistent.

6.1.6 Close Extender

The command Close Extender invokes the schema consistency check to detect
any inconsistencies in the current schema. If any inconsistencies are found, a consistency
check window is opened, and messages documenting the inconsistencies are displayed.
If no inconsistencies are encountered, the extender window is closed, the database is

built, and the element editor window is opened.

6.2 Extender Menu

The Extender Menu contains the commands that allow the user to update the
schema definition. These commands include: Create Class, Rename Class, Remove
Class, Add Attribute, Rename Attribute, Remove Attribute, Add Relationship,
Remove Relationship, Add Target Class, and Remove Target Class.

6.2.1 Create Class (Command + C)

The command Create Class allows the user to add a new subclass to the
superclass Object. The user is prompted to enter a name for the new class. If the name
does not conflict with a class already in the schema, the new class is created.

6.2.2 Rename Class

The command Rename Class allows the user to rename the selected class. If the
selected class is part of the baseline schema, an error message is returned, because the
user is only permitted to make additions to the baseline schema, not to change it. If the
selected class is not part of the baseline schema, the user is prompted for a new name for
the class. If the name does not conflict with a class already in the schema, the name of
the selected class is changed throughout the schema (including all occasions in which the
selected class is defined as a target class).
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6.2.3 Remove Class

The command Remove Class allows the user to remove the selected class from
the system as long as the selected class is not part of the baseline schema. Before the
class is removed from the system, the user is asked to confirm the decision to remove the
class. If the class is removed from the system, the class is automatically removed from
the target class set of all relationships.

6.2.4 Add Attribute (Command + A)

The command Add Attribute allows the user to define a new attribute for the
selected class. If the selected class is the superclass Object, the attribute is added to the
superclass and is inherited by all other classes in the system. If the selected class is any
other subclass, the attribute is added only to the selected class.

6.2.5 Rename Attribute

The command Rename Attribute allows the user to enter a new name for the
selected attribute. If the selected attribute is inherited from the superclass Object, an error
message is displayed. If the selected attribute is not inherited from the superclass Object
and the attribute is not part of the baseline schema, the user is prompted for a new name
for the attribute, and, if the new name does not conflict with the name of another attribute

of the selected class, the selected attribute is renamed.

6.2.6 Remove Attribute

The command Remove Attribute allows the user to remove the selected attribute
from the selected class. If the selected attribute is inherited from the superclass Object,
an error message is displayed, because inherited attributes may only be removed from the
superclass. Otherwise, if the attribute is not part of the baseline schema, the user is asked
to confirm his choice, and the attribute is removed.

6.2.7 Add Relationship (Command + R)

The command Add Relationship allows the user to add a relationship to the
selected class as long as the selected class is not the superclass Object. The user is
prompted to enter a name for the relationship and its complement. If the relationship is
not already defined for the class, the relationship is added to the class definition.
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6.2.8 Remove Relationship

The command Remove Relationship allows the user to remove the selected
relationship from the schema, if the selected relationship is not part of the baseline
schema. All target classes are removed from the relationship. The complementary
relationship is automatically removed from each target class if the selected class is the
only target class for the selected relationship.

6.2.9 Add Target Class (Command + T)

The command Add Target Class allows the user to add multiple target classes to
the selected relationship and automatically creates the complementary relationships for
the target classes. A modal selection window consisting of a list of all classes in the
schema and a set of five buttons (Add, Create, Remove, Done, and Cancel) as shown in
Figure A.13 is opened. The behavior of the selection window is very similar to the
behavior of the selection window to add targets to a relationship in an element.

When the selection window opens, all current target classes of the selected
relationship are preceded by a white circle (°). As classes are added to the target class
list, their names are preceded by a black circle (¢). A class can be added to the target
class list either by selecting the desired class and clicking on the Add button or by
double-clicking on the desired class. If the user wishes to add a target class that does not
yet exist, the user can create a new class by clicking the Create button. If a target class is
inadvertently added to the target class list, it can be removed by selecting the target class
and clicking Remove. However, pre-existing target classes cannot be removed in this
manner. They must be removed via the command Remove Target Class.

Once all desired target classes have been added to the target class list, they can be
added to the schema by clicking the Done button. Note that no changes are made to the
schema until the Done button is pressed. Therefore, if the user wishes to close the
window without changing the target classes of the selected relationship, the user can click
on the Cancel button.

6.2.10 Remove Target Class

The command Remove Target Class allows the user to remove the selected
target class from the selected relationship, if the selected target class is not part of the
baseline schema. If the selected target class is part of the baseline schema, an error

message is displayed.
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Figure A.13 Add Target Class Window
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APPENDIX B: ENTITY-RELATIONSHIP DIAGRAMS FOR RATM BASELINE
SCHEMA

The entire entity-relationship structure of the database is shown in matrix form in
Figure B.1. However, though this matrix presents a complete view of the database
structure, it can be very difficult to read. Therefore, entity-relationship diagrams are
shown on a class-by-class basis in order to clearly show the structure of each class.
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Figure B.1 Baseline Schema Entity-Relationship Chart
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